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Abstract

Classification is a pervasive problem in research that aims at grouping items in categories

according to established criteria. There are two prevalent ways to classify items of interest:

i) to train and exploit machine learning (ML) algorithms or ii) to resort to human

classification (via experts or crowdsourcing).

Machine Learning algorithms have been rapidly improving with an impressive perfor-

mance in complex problems such as object recognition and natural language understanding.

However, in many cases they cannot yet deliver the required levels of precision and recall,

typically due to difficulty of the problem and (lack of) availability of sufficiently large and

clean datasets.

Research in crowdsourcing has also made impressive progress in the last few years,

and the crowd has been shown to perform well even in difficult tasks [Callaghan et al.,

2018; Ranard et al., 2014]. However, crowdsourcing remains expensive, especially when

aiming at high levels of accuracy, which often implies collecting more votes per item to

make classification more robust to workers’ errors.

Recently, we witness rapidly emerging the third direction of hybrid crowd-machine

classification that can achieve superior performance by combining the cost-effectiveness of

automatic machine classifiers with the accuracy of human judgment.

In this thesis, we focus on designing crowdsourcing strategies and hybrid crowd-machine

approaches that optimize the item classification problem in terms of results and budget. We

start by investigating crowd-based classification under the budget constraint with different

loss implications, i. e., when false positive and false negative errors carry different harm to

the task. Further, we propose and validate a probabilistic crowd classification algorithm that

iteratively estimates the statistical parameters of the task and data to efficiently manage

the accuracy vs. cost trade-off. We then investigate how the crowd and machines can

support each other in tackling classification problems. We present and evaluate a set of

hybrid strategies balancing between investing money in building machines and exploiting

them jointly with crowd-based classifiers.

While analyzing our results of crowd and hybrid classification, we found it is relevant to

study the problem of quality of crowd observations and their confusions as well as another

promising direction of linking entities from structured and unstructured sources of data.

We propose crowd and neural network grounded algorithms to cope with these challenges

followed by rich evaluation on synthetic and real-world datasets.

Keywords: crowdsourcing, machine learning, human-in-the-loop, classification
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Chapter 1

Introduction

Classification is a pervasive problem in research that founds a lot of applications in a

variety of real-world tasks, such as document categorization, image segmentation, medical

and governmental decisions. Because of their importance and impact, the number of

published papers is rapidly growing, especially in medical domain (twice as many articles

as in computer science field). Thus, in 2011 the number of classification related papers

held 35k across all the fields, while in 2018 this number increased to 63k papers (according

to our analyses conducted over Scopus1 database).

The problem of classification can be solved via a plentiful list of methods, e. g., experts,

machines, crowdsourcing, or hybrid approaches that combine a variety of different tech-

niques [Pratap Chandra Sen, 2020; Jing Zhang, 2016; Cheng and Bernstein, 2015]. All

of the methods have their benefits and disadvantages. For instance, expert classification

produces accurate results but hiring experts is expansive. On the other hand, machine

learning classifiers are scalable and potentially cheap once trained, but require advisory

training data to rely on, and it is not always easy or even possible to train accurate

classifiers for a given problem.

Crowdsourcing is a method for outsourcing small pieces of work to a crowd of people

and leveraging their wealth of knowledge to achieve objectives of requesters. Crowd

classification has been studied for centuries, at least since the early work of the Marquis de

Condorcet who, trying to make a case for democracy, proposed his Jury Theorem2, stating

that if each juror in a jury (or each citizen, when taking a binary decision) has an error rate

lower than 0.5 and if guilty vs. innocent votes are independent, larger juries reach more

accurate results, and approach perfection as the jury grows. Nowadays, crowdsourcing acts

via online crowd marketplaces (such as Figure Eight, Amazon Mechanical Turk, or Yandex

Toloka), where people can perform small micro-tasks as the distributed and independent

1https://www.scopus.com/
2http://www.stat.berkeley.edu/ mossel/teach/ SocialChoiceNetworks10/ScribeAug31.pdf
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crowd of workers. The workers can be motivated by receiving monetary rewards after

completing a task or by acting as volunteers. Recently, crowdsourcing is being increasingly

adopted as a tool for supporting research [Law et al., 2017]. There are hundreds of citizen

science projects that leverage crowdsourcing at one phase or another of the research, in

all fields of science, from biology to classifying galaxies [Simpson et al., 2014] to helping

doctors to determine whether a treatment works3 and many others. With the opportunity

offered by crowdsourcing on the one hand and the need for large labeled dataset to support

machine learning tasks on the other, many researchers from the machine learning, database,

and human computation communities investigated the problem in detail, both to identify

algorithms and to study theoretical bounds.

In spite of rapid technical advances in machine learning, nowadays many intelligent

tasks still cannot be entirely assigned to machines without human supervision. There is a

spectrum of problems where machines are limited under practical conditions, however, they

can be assisted by humans to mitigate current limitations. Artificial Intelligent models

can suffer from low data quality as datasets in the real-world are often incomplete, having

missing values, and typos. Recent works suggest that we can combine machine-based

data cleaning under real crowd supervision [Chu et al., 2016] or reassess already labeled

training samples via humans [Lin et al., 2016], growing performance of models. For many

real-world problems, we might possess a little or zero training data while having a large

set of unlabeled items at hand. The lack of training data can be mitigated by combining

crowdsourcing and active learning techniques that look for the most informative items and

accurate workers, thus saving the budget [Heinecke and Reyzin, 2019]. Another significant

challenge in machine learning is the limited reliability of a machine’s decision. When

machines are treated as black boxes without human supervision, users might hesitate

about decisions and request justification and further actions. This is especially true in

essential domains, such as medicine, security control, or in scientific reviews. However,

such models can be assisted by humans through validation, correction, and refinement of

a current algorithm [Wang et al., 2019; Kulesza et al., 2015; Ribeiro et al., 2016].

In this thesis, we direct our attention to classification problems and how we can

efficiently approach it with the use of the crowd and machine learning under budget

constraints. Therefore, a requester can efficiently classify a set of items specifying the

available budget and desired quality requirements. This is a challenging task for many

reasons: from the possible low quality of workers to data management and task design

from crowdsourcing point of view; the need of obtaining and training the machine classifier

from machine learning side; and challenges of how to join the aforementioned forces (crowd

and machines) to increase the classification performance and reduce the budget. Therefore,

3https://crowd.cochrane.org/
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the objective of this thesis is to design crowdsourcing strategies and hybrid crowd-machine

approaches that optimize the item classification problem in terms of results and budget. In

the following, to explain the concepts we will use the example of Systematic Literature

Reviews (SLRs) - reviews that follow a predefined process aimed at achieving transparency

and impartiality with respect to the sources analyzed, minimizing distortions, biases,

and conflicts of interest [Grant and Booth, 2009; Khan et al., 2003; Henderson et al.,

2010]. Particularly, we target the screening phase of SLRs, where we screen abstracts

of candidate papers resulting from the initial literature search to identify papers to be

included in the analysis. This is an instance of finite pool classification problems, where

we need to classify a finite set of items minimizing cost [Nguyen et al., 2015a]. It is,

however, rather challenging for many reasons and very important task, since SLRs are

one of the most important forms of publications in science [Sun et al., 2016], and are the

basis for evidence-based practices and government policies, from education to healthcare,

as they pool results independently obtained from a number of research groups [Haidich,

2010]. Therefore, this task requires (i) identifying the feasibility of crowdsourcing for item

classification (in particular facilitating SLRs); (ii) derive and analyse a set of crowd-based

strategies; (iii) determine how artificial intelligence (AI) and crowdsourcing can be used in

combination to support cost-aware item classification. We envision that AI may help in

(at least) three ways that can be used independently or in combination: i) by classifying

papers (acting as a cheap classifier), ii) by assisting crowd workers in performing their tasks

faster and/or more accurately, and iii) by driving the crowdsourcing process, determining

which item should be classified next as well as by how many workers (more accurate

workers are often more expensive).

Given a budget and a set of items we might encounter some very difficult samples for

crowd classification. For such difficult items, we can end up with an optimal strategy to

leave them as “unclassified”. Intuitively, it means we pay for domain experts to classify

difficult items, and it simply costs us more money while not sacrificing the quality of

results. It is essential to address this aspect especially if we have different loss values for

false positive and false negative types of errors, i. e., when harm to the task varies for

different wrong classification decisions. For instance, in medical tests, the loss value (or

harm) for a false negative diagnosis decision should be higher than the loss for a false

positive one. This scenario is common in many domains, such as security control, medical

treatment, or SLRs, where missing relevant papers can lead to a wrong conclusion. It

brings to us another challenge of identifying for what item we can or cannot use the crowd

annotations. This is very task and question specific, as even for the same SLR question

we can have different “good” and “optimal” strategies depending on the data and crowd

workers.
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Specifically, we investigate the following research questions:

RQ1. How can we create data adaptive crowdsourcing strategies for optimization

quality vs. cost trade-off in classification with a different loss of errors?

RQ2. How to build efficient hybrid crowd-machine classifiers under a limited budget?

While exploring RQ1 and RQ2, we encountered the challenge of managing noisy crowd

data and found that subtle form of crowd errors is due to confusion of observations on

items with similar class labels. Therefore, reducing crowd noise can improve classification

accuracy, and if we can decrease the number of confused crowd observations, during the

crowdsourcing process, it will save the requester’s budget due to collecting less crowd

data for performing accurate classification. To this end, we studied crowd aggregation,

confusion prevention and correction methods by investigating the third research question:

RQ3. Can we improve the quality of observations in crowd-based classification?

We further studied the issue of linking entities from structured and unstructured data

sources with the use of Graph Neural Networks. We first investigate how the entity linkage

can be done by machines only and then recommend a way to improve the performance with

the infusion of crowdsourcing in the process. Thus, for facilitating the search of relevant

literature in SLRs, we potentially can build a linkage system to perform a semantic search

of similar papers based on scientific abstracts or textual queries as input. We formulate

the following research question:

RQ4. How to efficiently link entities from structured and unstructured data sources?

1.1 Thesis structure

This thesis is organized as a summary of the work carried out during the three years of

the Ph.D. program at the University of Trento. The core of the work is the optimization

of accuracy vs. cost trade-off in finite poll classification, prevalently focused on paper

screening in SLRs. First, we motivate and discuss the problem of SLRs and study the

feasibility of the crowd to perform SLR tasks as well as proposing cost-efficient techniques

for crowd-based classification. Then we study what machine classifiers can gain from

crowdsourcing means, and how, at the same time, the crowd can benefit from machines

in return. We propose algorithms for aggregating and correcting crowd votes, where the

observed labels can be confused during the measurement of value. While the primary focus

of this Ph.D. is the optimization of finite pool item classification, we also contributed to the

graph neural entity matching problem, with a potential crowd contribution in future work.

The proposed algorithms and strategies are validated on both synthetic and real-world

datasets. Most of the work conducted is published (or under review) at the top conferences

in the field. The graph neural entity matching algorithm is implemented as a working
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application. Part of the results of this Ph.D. is based on productive collaboration with

Delft University of Technology, The University of New South Wales, Purdue University,

and two internships at IBM Research and IBM Benelux.

Chapter 2 discusses challenges in Systematic Literature Reviews and motivates the

importance of the screening phase of reviews. We explore the feasibility of crowdsourcing

in performing scope-based classification of papers in literature reviews in terms of accuracy,

time, and budget. In this chapter, we propose a set of crowdsourcing techniques for item

classification based on the budget available and different loss for errors (RQ1) [Krivosheev

et al., 2017].

Chapter 3 aims at investigating multi-predicate classification, i. e., where we look for

items that satisfy a conjunction of predicates within a finite pool of candidate items. As a

result, we present the probabilistic crowdsourcing model that iteratively learns statistical

parameters of the problem in order to minimize the number of crowd votes to query

to reach a classification decision. The model also decides whether an item is difficult

and it is better to assign it to an expert rather than spending money with the crowd

(RQ1) [Krivosheev et al., 2018b].

Chapter 4 explores how to join the crowd and machine forces to classify items that

satisfy a set of predicates. We show how, given a new classification problem and a

set of classifiers of unknown accuracy for the problem at hand, we can identify how to

manage the accuracy vs. cost trade-off by progressively determining if we should spend

budget to obtain test data (to assess the accuracy of the given classifiers), or whether we

should leverage the existing machine classifiers with the crowd, and in this case how to

efficiently combine them based on their estimated characteristics to obtain the classification

(RQ2) [Krivosheev et al., 2018a,c].

Chapter 5. In this chapter, we contribute a formulation of the general problem of

hybrid crowd-machine classification, particularly in the case where no pre-trained machine

learning model is available. We present and evaluate a set of budget allocation heuristics

for balancing between learning machines (investing money in collecting training data) and

exploitation the learned model by applying hybrid classification using the remained budget.

Thus aiming at identifying how to balance the learning vs. exploitation trade-off to improve

the overall classification cost and quality (RQ2) [To be submitted, EMNLP/HCOMP

2020].

Chapter 6. In this chapter, we demonstrate another reason for noise in crowdsourced

annotations that leads to low-quality inference of true labels. In particular, we introduce

the notion of confusion of observations, i. e., where crowd workers can confuse items of

a class i with items of a class j, either because they are similar or because the task

description has failed to explain the differences. We show that confusion of observations
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can be a frequent occurrence in many tasks and that such confusions induce significant

noise in datasets. We then propose an algorithm for detecting such confusions, leveraging

an inference procedure based on Markov Chain Monte Carlo (MCMC) sampling (RQ3)

[Under review VLDB 2020].

Chapter 7 presents the algorithm for modeling and matching entities from structured

data, such as relational databases, as well as unstructured sources, such as free text

from news articles. This is achieved by combining siamese and graph neural networks

to propagate information between connected entities and support high scalability. We

evaluate the algorithm on real business data and then discuss potential challenges and

ways to improve the results from both neural network and crowdsourcing sides (RQ4)

[Under review ICML 2020].

1.2 Contribution

This thesis contributes to cost-aware crowd and hybrid crowd-machine learning classifi-

cation, aggregation of crowdsourced data, and graph entity matching algorithms. The

contribution of this thesis can be summarized as the following.

We performed a number of analyses indicating that crowdsourcing literature reviews

can be done with high precision and costs figures that are reasonable to what authors

spend today in terms of effort. We proposed a model that provides users with a list of

options and error-cost estimates for each option in crowdsourcing classification. The model

gives an insight about specific values of task parameters (e. g., budget, number of votes per

item, number of test questions) and expected results. Therefore, users can adjust the task

parameters during the crowdsourcing process and consequently maximize the expected

quality of results.

We introduced and examined a set of cost-aware crowdsourcing strategies for multi-

predicate classification. Specifically, we proposed multi-run strategies and the adaptive

(to the task) algorithm that iteratively learns statistical parameters of the problem. The

algorithms significantly outperforms basic majority voting, expectation-maximization based

approaches in terms of cost and accuracy for crowd classification tasks, and especially for

literature reviews.

We proposed methods for combining machine learning classifiers and crowd workers

to achieve higher classification accuracy for a unit of cost. We showed how to utilize

potentially weak machine classifiers - and even classifiers with unknown accuracy for the

problem at hand - in contexts characterized by very demanding requirements in terms of

accuracy (as is the case for literature reviews) and in the presence of difficult problems

where also the crowd has low accuracy. We also studied how the effect of incorporating
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classifiers (and ensembles of classifiers) into a crowdsourcing algorithm varies based on the

different characteristics of the problem at hand (such as accuracy of classifiers, correlation

among base classifiers, amount of data available for testing classifiers and for training

ensembles) and showed why and under which conditions ensembles of classifiers do or do

not provide benefits over “simply” using the best available classifier at hand.

We proposed and discussed a set of budget allocation heuristics for efficiently balancing

between learning and exploitation of machine classifiers in the hybrid crowd-machine

classification task. Our results showed that even a small fraction of the budget invested in

learning machine (e. g., via active learning) leads to improvement in cost and accuracy.

Increasing the budget allocation to learning machines up to 50% increases accuracy but

also cost, and from that point on the improvements can vary.

We introduced the notion of confusion of crowd observations, that is, where crowd

workers can confuse items of a class i with items of a class j. To detect and correct such

confusions, we proposed a novel inference algorithm based on Markov Chain Monte Carlo

sampling. We showed how the proposed inference procedure can be integrated with the

main state-of-the-art aggregation techniques, that it scales both in the number of items

and in the number of crowd workers, and that it significantly outperforms commonly used

aggregation methods especially when the number of votes per item is relatively small (in

the single-digit range), as it is common in many crowdsourcing tasks. We also analyzed

in which cases strong baselines such as D&S become competitive even in the presence of

confused labels.

We proposed Siamese Graph Convolutional Network architecture for modeling and

matching entities from structured data (e. g., relational databases) as well as unstructured

data sources (e. g., news articles). We demonstrated that proposed entity matching network

significantly outperforms both traditional rule-based systems and other deep learning

approaches. Our graph-based entity matching architecture is deployed as a RESTful

web service that accepts a company name as input and provides back the corresponding

business entity in the database. Demo video is available online4.

1.3 Publications

Research carried out during this Ph.D. resulted in the following publications:

1. Balancing Learning vs. Exploitation Trade-off in Active Hybrid Classification. To be

submitted, EMNLP/HCOMP 2020.

2. Detecting and Preventing Confused Labels in Crowdsourced Datasets. Evgeny

4https://youtu.be/LDzCZNrCm3o
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Krivosheev, Siarhei Bykau, Fabio Casati, Sunil Prabhakar. Under review VLDB

2020.

3. Graph Neural Networks for Data Integration. Evgeny Krivosheev, Mattia Atzeni,

Paolo Scotton, Fabio Casati, Katsiaryna Mirylenka. Under review ICML 2020.

4. Combining Crowd and Machines for Multi-predicate Item Screening. Evgeny Krivosheev,

Fabio Casati, Marcos Baez, Boualem Benatallah. ACM CSCW 2018.

5. Leveraging Crowd and AI to Support the Search Phase of Literature Reviews. Evgeny

Krivosheev, Jorge Ramrez, Marcos Baez, Fabio Casati, Boualem Benatallah. AAAI

HCOMP 2018.

6. Crowd-based Multi-Predicate Screening of Papers in Literature Reviews. Evgeny

Krivosheev, Fabio Casati, Boualem Benatallah. IW3C2 TheWebConf (WWW) 2018.

7. Crowd-Machine Collaboration for Item Screening. Evgeny Krivosheev, Bahareh

Harandizadeh, Fabio Casati, Boualem Benatallah. IW3C2 TheWebConf (WWW)

2018.

8. CrowdRev: A platform for Crowd-based Screening of Literature Reviews. Jorge

Ramirez, Evgeny Krivosheev, Marcos Baez, Boualem Benatallah, Fabio Casat. ACM

Collective Intelligence 2018.

9. Crowdsourcing Paper Screening in Systematic Literature Reviews. Evgeny Krivosheev,

Valentina Caforio, Boualem Benatallah, Fabio Casati. AAAI HCOMP 2017.



Chapter 2

Crowdsourcing Classification Under

Budget Constraints and Different

Loss of Errors

In this chapter, we aim at designing crowdsourcing strategies for cost-aware classification

under budget limits and different levels of harm for false positive and false negative errors.

A different loss of errors is common for many tasks, such as medical diagnosis, criminal

judgment, self-driving car decisions. This chapter discusses, the problem in light of

classifying scientific papers for systematic literature reviews, which is a rather challenging

task for non-expert crowd workers.

A literature review is a form of scientific research (and of publication) that has a high

impact on science and society [Sun et al., 2016]. Reviews can take different forms and have

different objectives [Grant and Booth, 2009]. The main distinction is between systematic

approaches, where a specific process is defined before the review starts and is followed

throughout the identification and analysis of relevant literature, and non-systematic ones,

where authors do not follow a predefined method for selecting and analyzing literature.

Literature reviews, especially when systematic, provide scientific results and are at

the heart of evidence-based approaches, with a potentially profound impact on society

[Haidich, 2010]. Reviews are also very helpful in introducing newcomers to challenges and

opportunities for research in a given area. Not surprisingly, they are among the most

highly cited papers (a search we conducted over a few thousands papers on Scopus shows

that the median number of citations for reviews vastly exceeds the median for papers in

all areas of science).

Because of their importance and impact, the number of published reviews is rapidly

growing [Wallace et al., 2013]. This is particularly true for systematic reviews and meta-



10

analyses, in the past popular mostly in the medical field but now widely adopted in all

areas of science.

However, reviews are very time-consuming and effort-intensive. While there are no

published statistics on the entire review process (from idea to publication) we are aware

of, a study we are conducting with researchers from different fields points to durations

of 6 months to 3 years from initial search to submission1. Review results should also be

updated periodically, but again the effort for doing so often represents a barrier [Takwoingi

et al., 2013].

In this chapter we investigate the possibility of crowdsourcing specific aspects of

systematic literature reviews. We focus specifically on identifying the in-scope papers after

initial literature search, and we investigate if and how this phase can be sourced from the

citizens, what are the best strategies for doing so, and what is the resulting quality and

cost, both in general and compared with the case where the same phase is done by the

research team (typically, the co-authors). This is a critical phase of a systematic review:

not only is it time-consuming (several people work on it, and the combined person-month

effort is of over two months), but it is also where risk of bias lies.

More specifically, we contribute i) a probabilistic model for reasoning over the problem,

for tuning the parameters of crowdsourcing tasks to minimize errors, and for providing

review authors with information of budget vs error trade-offs, and ii) a set of crowdsourcing

strategies and algorithms that minimize the classification error as we vary the assumptions

on the model and the model parameters. Both the model and the strategies descend from

experiments run on Figure Eight2 and are mindful of what we can actually achieve with

some of the practical constraints of typical crowdsourcing platforms. Experiments on

Figure Eight are also used, in addition to theory and simulation, to validate the results as

well as to derive parameters for the typical population of workers for this kind of tasks.

Last but not least, experiments provided many insights on task design, such as how the

problem should be framed to increase participation and reduce errors, as well as actual

pay scales considered acceptable by the community.

1Published data in the healthcare domain indicate that the median time from the final literature search to

publication in a systematic review is 61 weeks - with the additional problem that over time the list of candidate

papers for inclusion becomes out of date and needs to be refreshed [Sampson et al., 2008]. However the paper does

not report on lag from initial search.
2www.figure-eight.com
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2.1 Background

2.1.1 PRISMA and Systematic Reviews

Before presenting our approach we summarize methods and practices for systematic reviews.

A systematic review follows a defined process and has transparency and clarity as its focal

points throughout the whole procedure [Khan et al., 2003]. This process usually includes

(i) the definition of a research question in a clear, structured and unambiguous way; (ii)

the identification of all relevant papers through a search strategy that stems from the

research question and specifies inclusion and exclusion criteria; (iii) the critical assessment

of the included studies; (iv) the data extraction and synthesis in a standardized form,

possibly with statistical analysis (meta-analysis); (v) the interpretation of the findings and

exploration of any risk for bias [Khan et al., 2003; Wright et al., 2007; Harris et al., 2014;

Henderson et al., 2010].

With the objective of increasing the quality of systematic reviews and meta-analyses,

the PRISMA statement (Preferred Reporting Items for Systematic Reviews and Meta-

Analyses) was devised as a guideline to help authors report their reviews in a clear and

consistent way [Moher et al., 2009]. As an evolution from the QUOROM statement [Moher

et al., 1999], PRISMA consists of a 27-items checklist enumerating the details to report

and a flow diagram showing the phases of the selection process. Such statements are

often required in any systematic review today and are essential in the medical field, where

poorly reported reviews can potentially have an effect on people’s health. Indeed, Clinical

Practice Guidelines, i. e., “statements that include recommendations intended to optimize

patient care”, are “based on systematic reviews of evidence” and should “be based on

an explicit and transparent process that minimizes distortions, biases, and conflicts of

interest” [Steinberg et al., 2011]. Therefore, omitted details and lack of transparency can

make this process difficult and contribute to low-quality, misleading guidelines.

2.1.2 Crowdsourcing and Science

Crowdsourcing is being increasingly adopted as a tool for supporting research [Law et al.,

2017]. There are literally hundreds of citizen science projects that leverage crowdsourcing

at one phase or another of the research, in all fields of science, from biology to astronomy

to human sciences [Garneau et al., 2014; Swanson et al., 2015; Hennon et al., 2015; Lintott

et al., 2008]. The interest in citizen science has generated a growing body of research on

various aspects of the process, from understanding how researchers perceive it [H. Riesch H,

2014; Law et al., 2017], to the motivations behind citizens’ participation [Eveleigh et al.,

2014; Frey and Jegen, 2001], as well as process and system design [Tinati et al., 2015].

While all aspects of citizen science research are somewhat interesting and related to
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this chapter, one item of particular importance is the understanding of the conditions

under which researchers are motivated to (or deterred from) adopting a crowdsourcing

approach. A beautiful analysis of these aspects is provided in [Law et al., 2017] who

underscore that one of the concerns is related to how reviewers perceive crowdsourcing in

research. In other words, crowdsourcing is viable if i) the authors feel that is feasible and

valuable for their specific research problem and ii) the authors perceive that reviewers will

find it acceptable. This is relevant because literature reviews go through peer reviews and

as such the process needs to be accepted by reviewers - and by the community.

The prior art also includes several “spot” attempts at adopting some form of crowd-

sourcing in literature reviews. These papers provided inspiration for us although in many

cases they are initial, one-off, and relatively small experiments that do not study the

variations of the results of crowdsourcing tasks in terms of its content and parameters, and

that in general do not have sufficient statistical power to derive conclusions and guidelines.

[Sun et al., 2016] study the feasibility of leveraging crowd workers for extracting

information related to interventions from papers’abstracts in biomedical domains. The

authors observe that giving more concrete examples in the instruction part can help workers

be more aware of the purpose of a task. A platform for crowdsourcing narrative literature

reviews is proposed by [Weiss, 2016], along with insight about challenges appearing

in systematic literature reviews in new domains. [Nguyen et al., 2015a] propose an

active learning approach to solving the problem of deciding whether or not a paper is

relevant to a review, with a mixed human+AI approach. The authors tried to achieve

maximum performance at minimal cost by intelligently choosing between crowd users and

domain experts to minimize the expected loss. They performed experiments on Amazon’s

Mechanical Turk to classify papers from four large datasets. For crowd evaluation,

classification is performed through majority voting.

[Ng et al., 2014] ran a randomized pilot study aimed at exploring the accuracy of medical

students in performing citation screening via four different modalities, namely a mobile

screening application, paper printed with titles and abstracts, a reference management

software and a web-based systematic review platform. Students were asked to say whether

a list of papers were included or excluded from the scope of a review, based on a list

of inclusion criteria. In case of insufficient information, participants could set papers

as “unsure”. Participants had never conducted a review, however they had some level

of expertise in the field and had received some training in the development of critical

appraisal skills, which differs widely from asking to a non-expert crowd to perform such a

task.
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2.1.3 Modeling and Classification

Extensive research, dating back to the 1700s, has addressed the problem of eliciting reliable

labels from a crowd, coping with cheating behavior while keeping costs low [Karger et al.,

2011b; Whitehill et al., 2009; Smyth et al., 1995; Karger et al., 2011a; Hirth et al., 2013;

Liu et al., 2013; Eickhoff and de Vries, 2013; Hirth et al., 2011].

One of the first scientists to study this was the Marquis of Condorcet. Condorcet,

in his famous Jury Theorem3 of 1785, discusses the probability of a group of persons

taking, collectively, the correct classification decision. He shows that if the probability of

a person taking the correct decision is greater than 0.5 and votes are independent of each

other, then the probability of taking a correct majority decision grows with the number of

participants and approaches 1 at the limit (this is, in fact, a direct consequence of the law

of large numbers).

From there, a large body of work starting with [Dawid and Skene, 1979] and then on to

[Whitehill et al., 2009], estimating labeling in the presence of items of different difficulties,

and [Liu and Wang, 2012] who apply EM to labeling in the presence of confusion matrix

inspire our approach. We also build on insights from [Hirth et al., 2013], who discuss the

problem of cost optimization providing information on which cheating detection and task

validation algorithms to choose based on the cost structure of the task. Our work differs

in that we seek for a method to provide, for each task, review authors with a description

of price vs error trade-off, an optimal choice of parameters for a given price, and a set of

crowdsourcing strategies that aim at minimizing error estimates. In other words, we don’t

”simply” aim at classifying papers given the votes from the crowd, but we identify the

strategies to obtain such votes by considering the price vs error trade-offs.

2.2 Model and Assumptions

2.2.1 Task Model

We consider a crowdsourcing task model that includes set of candidate papers CP =

{p1, p2, ..., pn} and a textual definition of the scope of the review S. The task is performed

by workers in a pool of contributors. In practice this pool is very large and for our purposes

we assume it is infinite. We then ask each worker j to label one or more candidate papers

as in (the paper is in scope or we do not have sufficient evidence to exclude it from the

abstract and title) or out, based on S. In case of exclusion, workers are asked to provide

reason to do so. Figure 2.1 shows an example task for a review we recently completed.

The result of a task execution is a set of votes L = {lpj} representing the binary vote

3http://www.stat.berkeley.edu/ mossel/teach/ SocialChoiceNetworks10/ScribeAug31.pdf
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Sign Specification

CP = {p1, ..., pn} set of candidate papers

lpj vote by worker j on paper p

cr cost ratio

Nt #test questions

Nl #votes per worker (after passing test)

J #votes per paper

S scope of a review

UC cost per vote

PPP price per paper

z proportion of cheaters

as expected accuracy of workers

θi real proportion of papers in scope

Table 2.1: Notations used in the chapter.

of worker j on paper p. Given the set of votes, we use a classification function cls(L)

that takes the individual votes and aggregates them to derive the in/out decision for each

paper.

Finally, we define the costs (loss) for each error: a cost for a false exclusion Costfe

(deciding that a paper is out when it should have been in), and for a false inclusion Costfi.

For simplicity we model them as a cost ratio cr that defines how more costly a false

exclusion is with respect to a false inclusion. False exclusions are typically more costly

since we may be missing an important paper, while a false inclusion “simply” means that

experts will need to go over that paper again. The value of cr depends on the subjective

opinion of review authors.

A run of a crowdsourcing task proceeds as follows4: first each worker is shown a set Nt

of test questions with known labels. If the worker answers them correctly, they move to the

work phase, where they can provide useful votes (that is, label unknown candidate papers).

Even during the work phase, test questions may be injected with a defined frequency and

the contributor is considered trusted (their results are not discarded) only if they keep

answering the test questions correctly. The run continues until a given number of labels

per paper J has been reached. We assume test questions are created by authors based

on the problem at hand, that is, based on a screening they perform over a handful of

4The choice of the model is also guided by what we can do today with platforms such as Figure Eight
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Figure 2.1: Example of scope-based screening task.

papers. Typically, creating ten test items that include inclusion and exclusion examples is

sufficient for crowdsourcing purposes.

In the simplest case a task will have just one run, but we can envision that a run may

leave us with uncertainty over some papers and we may want to have additional runs

focused on uncertain papers.

Last but not least, each task has a price. The price tag is affected by: i) the unit

cost per label (how much we pay workers for labeling a paper or an exclusion criterion),

ii) the total number of votes asked, and iii) the number of test questions. The first two

are rather obvious, while the third requires an explanation: with infinite workers, to get

accurate results we might simply have a very large number of test questions so that we

are sure that only trusted, competent workers remain in the task. In many systems test

questions are not paid, so this costs zero. In practice this is not possible: the ethics of

this are questionable at best, non-cheaters would do a lot of unpaid work, and we, as

task providers, would get bad ratings, impacting our future ability to crowdsource. In

this chapter, we take this into account by increasing the price per judgment by a factor
Nl+Nt

Nl
, where Nt is the number of initial test questions and Nl is the number of valid

judgments that a worker gives on non-test papers (i.e., the number of votes from a worker

who remains above the threshold tr). This essentially states that people who pass the test

are in fact paid also for test questions. As Nl grows our factor becomes ineffective and

others can be chosen, but in our case Nl is small5. Alternative models can be derived, also

including a penalty for high test frequencies, but for presenting the concepts and ideas of

5In practice, depending on the task settings, it may not always easy to enable a worker to label many papers

due to the fact that many concurrent workers access the task in parallel and the available work finishes very

quickly.



Model and Assumptions 16

this chapter this is sufficient. The classification cost for a paper is therefore expressed as

follows, where US is the cost per vote and Nl+Nt

Nl
is the corrective factor:

PPP = UC · J · Nl +Nt

Nl

(2.1)

In the end we want to perform candidate paper selection with high accuracy (minimizing

the loss) and minimal price. A specific point of interest lies in whether the crowd can

achieve an accuracy similar to (or better than) that of experts at a comparable cost, while

ensuring transparency and impartiality of the whole process.

2.2.2 Probabilistic Model

To reason about the model and identify strategies and parameters we define a probabilistic

model that describes the characteristics of i) tasks and ii) workers. Both come into play

to identify the optimal crowdsourcing strategy and to set the crowdsourcing parameters.

With respect to the task, we model the following:

1. Our belief on the proportion of candidate papers that should be included. This

is important because it affects the classification function. We do not assume that

authors necessarily have such a prior belief, and we discuss later how this parameter

can be set or estimated.

2. The difficulty level of each paper: we need to account for the fact that not all

candidate papers are equal, meaning that some papers may be harder than others to

classify. In this chapter, we model difficulty with a uniform distribution (which we

can parametrize with a variety of priors, such as the commonly used Beta(α, β) or

priors as suggested in [Whitehill et al., 2009]).

With respect to the workers, we assume that in the worst case workers answer randomly,

which means a 0.5 probability of a correct label. The proportion of cheaters is modeled by

a Bernoulli random variable Z. For non-cheaters, we initially assume a uniform accuracy

from 0.5 to 1. The accuracy probability function is therefore a mixture of a point mass at

0.5 and a density in the (0.5, 1) range.

pdf(a) = z · δ(a− 0.5) + 2 · (1− z) (2.2)

for 0.5 ≤ a < 1. In the function, δ is the impulse function, while the uniform density is

multiplied by 2 (as it is in the (0.5, 1) interval only) and by (1− z) as the density applies

only to non-cheaters. In this chapter, we do not include more complex cases that include

a confusion matrix or priors on the initial probability, but the concepts can be extended

to that case.
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2.3 Calculating error cost and price

Now that we have a model we can reason about strategies for crowdsourcing literature

reviews and assess them based on assumptions we can make related to the model.

The goal is to i) identify which aspects of the model impact the selection of strategies

and results, ii) estimate the model parameters (or at least refine our prior, when available)

based on actual experimental data, and iii) derive which strategies can lead to good results

in terms of error cost (loss) and price. Because each problem is different (and even varies

also depending on how we title or present the task, as discussed later), the statistical

parameters will also vary, so while we can inform our priors via experiments, each task

may have to refine the estimation on the go.

We begin by studying a simple version of the model and a simple crowdsourcing strategy.

In general, a crowdsourcing task for literature review can be comprised of a number of runs,

where in each run k we submit a subset CPk of the candidate papers CP to the crowd,

collecting a given number Jk of labels per paper. Furthermore, we start each run with a

belief Bk on the proportion of papers to be included, if available (and initially assumed to

be 0.5 if there is no estimate). A run Rk is therefore defined by a tuple (CP k, Nk
t , J

k, Bk).

In the simplest strategy the task consists of one run where we submit all papers and

seek for J votes per paper. A classification function will then classify the paper based on

the cost ratio cr, trying to minimize the loss while fitting within an experiment budget.

The objective for the algorithm here, before even proceeding with the classification,

is to i) estimate the optimal values for task parameters that we (as managers of the

crowdsourcing process) can play with, such as number of test questions Nt, the requested

judgments per paper J , and the classification function, and ii) provide the scientists with

a budget vs expected loss curve, showing the error cost depending on the budget, assuming

that for each budget we choose the best (lowest loss) configuration identified. The only

input explicitly required by the authors is the cost ratio, which is subjective.

The expected error cost (loss) for each paper is given by formula 2.3, where P(FE) and

P(FI) denote the probability of false exclusion and false inclusion.

Loss = cr · P (FE) + P (FI) (2.3)

Considering that we obtain J judgments (votes) per paper, if we decide to exclude a

paper after we obtain Jt exclusion votes or more for such a paper, the probability of a

false exclusion is given by equation 2.4, where θi is the (initially unknown) probability that

the correct decision for a paper is inclusion, and as represent the expected accuracy of

workers who pass the test phase. The formulas descend from the observation that P(FE)

= P (decision = exclude/correct = include) · P (correct = include), and vice versa for
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P(FI).

P (FE) = θi ·
∑

Jt≤k≤J

(
J

k

)
· (1− as)k · aJ−ks (2.4)

P (FI) = (1− θi) ·
∑

J−Jt<k≤J

(
J

k

)
(1− as)kaJ−ks (2.5)

In this formula, θi is an unknown parameter we need to estimate, as is also an unknown

parameter on which, however, we can have some control by adjusting the test questions

Nt to filter inaccurate workers, while J and Jt can be set to optimize loss. The accuracy

as of the population that survives Nt tests is distributed as follows: if we denote with zs
the proportion of cheaters in the population that survives the test, which can be derived

from Bayes (zs = P (test passed/cheater) ∗ P (cheater)/P (test passed)), then

Zs =
z · 0.5Nt

(z · 0.5Nt) + (1− z) 2
Nt+1

· (1− 1
2Nt+1

)
(2.6)

Consequently, by using again Bayes for deriving how the accuracy of non cheaters,

initially uniform, is reshaped by the test questions, we obtain:

f t(a) = zs · δ(a− 0.5) + (1− zs)
2(Nt+1) · (Nt + 1)

2Nt+1 − 1
· aNt (2.7)

for 0.5 ≤ a < 1

The expected accuracy as of this population is E[x] =
∫ 1

0.5
x · f t(x)dx and is therefore

shown in Equation 2.8.

as =
zs
2

+ (1− zs)
2(Nt+1) · (Nt + 1)

2Nt+1 − 1
(
1− (0.5)Nt+2

Nt + 2
) (2.8)

2.4 Error minimization and error/price trade-offs

We begin our discussion on algorithms by assuming a single-run strategy.

2.4.1 Single-run strategy with simple majority voting.

In this approach we simply classify papers using majority voting, which is the approach

most commonly supported by crowdsourcing platforms. For each combination of Nt, Nl

and J we can compute the total price tag of the experiment as well as estimate the loss via

equation 2.3, where Jt is set to J/2 (rounded to the upper integer), as shown in Figure 2.2.

As we have no knowledge of θi, we assume a value (such as 0.5, though different values

can be set if the task requester has a prior belief). In practice, values of Nt and J over 10
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Figure 2.2: Expected loss depending on the num-

ber of test questions and of judgments per paper

(real θi = 0.5).

Figure 2.3: Expected loss that can be

achieved depending on the budget (real

θi = 0.3).

result in near-zero error cost, so computing loss for higher values can be easily done but is

rarely needed.

The result can be plotted as done in Figure 2.3. The decision of the optimal price/loss

point is left to the user as it depends on subjective considerations as well as available

budget. Each budget corresponds to an optimal choice of Nt, Nl and J that fits in the

budget with minimal loss, so that once we have the requestor’s decision we can configure

the crowdsourcing task. Notice that for now we are assuming that our initial guess of θi is

correct.

We can then classify the paper using majority voting. Figure 2.4 shows the performance

of this algorithm (denoted by MV in the legend) in terms of expected loss, assuming an

initial run with five tests. Figures 2.4(b), top and bottom, differ from Figures 2.4(a) as we

assume a more difficult set of papers, in this case simulated by scaling down the accuracy

of non-cheaters to the 0.5-0.7 range. Furthermore, the top charts have a lower values for J

and cr. The increase with θi here is due to the fact that this method does not consider

the cost ratio which typically penalizes false exclusions. Therefore, error cost grows with

the proportion of included papers.

2.4.2 Single-run strategy considering cost ratio.

The obvious improvement to the baseline is to consider the cost ratio. This time, for each

value of Nt and J we can minimize the loss (according to equation 2.3) by selecting the
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optimal value for Jt. Again, here we only “guess” a θi or set it based on the requester

belief (in the following chart we assume an initial belief of 0.5). The minimization can

be done using classical minimization algorithms [Arora, 2015] but also by computing the

values given that we have a small number of discrete variables. For each combination we

have again a price point and we can plot again loss vs price chart, ask the user to point to

an acceptable compromise, determine the parameters and run the task as for the previous

case.

As we can see from the results in Figure 2.4(a) (the label for this algorithm is SCR),

this algorithm performs better for high values of θi. For θi = 0.5 all algorithms behave

similarly as the initial assumption of θi = 0.5 holds, while for low value of θi the loss is

higher. This is because we tend to err on the side of inclusion, so for low values of θi we

get higher errors. However for difficult papers where the accuracy is very low, the error

actually grows with θi, because the probability of false exclusion goes up and if workers

are not precise and we do many errors, we pay a price which is not compensated by erring

on the side of inclusion.

2.4.3 Single-run strategy with basic parameters estimation.

The value of the parameters θi and zs plays a role in the loss function, and the cost ratio

is also important for determining the optimal classification function given the outcome of

a run (in our case, for determining Jt which is the only parameter left to play with once

we have concluded a run). Therefore, we assume we can improve on the above method by

estimating θi. There are many ways in which this can be done. One option is to again use

majority voting but only for performing an initial classification. Based on this, we compute

the proportion of included papers and take this as an estimate for θi, more informed than

an initial guess of 0.5. We then compute the accuracy of each worker (as percentage of

“correct” answer based on majority voting classification), and with estimates of θi and as,

we then compute the optimal value for Jt based on equation 2.3, and correspondingly we

know the minimal loss we can achieve for each price.

As we can see from the results in Fig 2.4(a) (the label for this algorithm is BPE), this

algorithm performs significantly better than the previous ones for all values of θi except

0.5 (where the guess of the simpler algorithms is correct).

2.4.4 Single-run strategy with EM-based parameters estimation.

We can improve on the above algorithm by iterating over estimates of the parameters

until convergence. A common method for doing so is to leverage Expectation Maximiza-

tion [Dempster et al., 1977; Dawid and Skene, 1979]. In our model, the data is presented
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Figure 2.4: Expected loss for each algorithm. With no difficulty bias (a) and with difficulty bias

reducing worker accuracy to a 0.5-0.7 range (b). MV is majority voting, SCR is Simple strategy

with cost ratio, BPE is basic parameter estimation, and EME is expectation maximization. The

simulation is based on 1000 papers, Nt = 5, Nl = 10, z = 0.3.

as a Bayesian network, where there are two types of variables: 1) the observable votes

provided by workers, and 2) hidden variables, such as θi, the workers’ accuracy, and the

classification for each paper. Via the EM algorithm we computes the correctness of values

given the accuracies of the workers that support it. See [Jeff Pasternack, 2011] for the

details and examples of EM-based for data aggregation. The results shown in Figure 2.4

indicates that EM is equal to basic estimation and slightly better when accuracy is low.

2.4.5 Multi-run Strategies.

The big limitation in all of the previous algorithms is that we run the crowdsourcing task

“in the dark”. We “guess” the value of the parameters and, based on this, set the number of

tests and of judgments, leaving the optimization to the post-task analysis phase, when the

money has been already spent. We can improve on this by running a small test-run whose
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purpose is to obtain initial estimates for θi and zs. Once we get initial estimates, we can

compute and plot again the budget vs loss chart, and based on the estimates and within

the confines of the budget, minimize the loss, but this time with the ability to modify

Nt and J based on the estimates. We call this a horizontal multi-run strategy as we cut

the list of papers horizontally. The approach assumes that the initial sample of papers is

representative of the whole set, and in absence of specific knowledge this means that we

randomly reshuffle the papers before selecting the initial P papers for the estimation run.

The results are shown in Figure 2.5, depicting the price per paper we can obtain with

a multirun strategy that has the same loss of a single run strategy, run with a budget of

7.5, and optimized with EM-based algorithm. We can see that for values of θi close to 0

or 1 a multirun strategy obtains savings of approximately 20%.

Multi-run strategies are particularly important when the difficulty of the task is unclear:

the difficulty affects the accuracy as pointed out in [Whitehill et al., 2009], so that papers

in certain areas may get lower accuracy than others. Similarly, we can apply a vertical

multi-run strategy where we collect one vote on all papers, and use this to estimate the

parameters, and proceed with collecting a second vote, and so on.

Figure 2.5: Price per paper with a multirun strategy that has the same loss of a single run

strategy at a price of 7.5, optimized with EM-based algorithm. Shown for different values of θi.

Estimation based on Nt = 5, cr = 10, z = 0.3, run of 1000 papers.

2.5 Analysis and Experiments

In the winter and spring of 2017 we run a series of experiments on Figure Eight to assess

our results and estimate parameters based on actual crowdsourcing scenarios, as well as to

understand how such a task can be framed and how sensitive it is to how we word the

question or to the difficulty of the papers.

We ran a total of 16 experiments with different settings, asking workers to label a

total of 50 papers taken from two systematic reviews, one done by us in an area across

computer science and social sciences reviewing technology for fighting loneliness, using

fairly common terminology, and the other in medicine [Veronese et al., 2017] having more

complex exclusion criteria, with 26 and 24 papers respectively 6. We collected votes by

2896 respondents (807 of which passed the test phases). The price of each label per paper

6The detailed description of all experiments is available at https://tinyurl.com/csexphc
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was also experimented, ranging from 0.22$ to 0.35$, which corresponded to approximately

10 to 15 $/hour. The purpose of the run was not so much to use Figure Eight to get the

results, but to understand the workers response in terms of accuracy and speed on real

tasks.

The first observation is that the price point is considered acceptable by workers. Overall,

the job was rated from 3.3 to 4 in a 5-point scale, and we understand from Figure Eight

that this is above average. Interestingly, there is a high variance so that sometimes a lower

pay resulted in higher rating for two different tasks with the same settings. Classifications

based on exclusion criteria generally get higher ratings for the same pay. On average the

tasks attracted one worker every 20 seconds. Because of the large pool of workers that

end up working concurrently, each worker cannot rate a high number of papers simply

because we quickly reach the desired number of votes per paper.

Another observation is that the worker accuracy changes a lot depending on the subject

area. The paper in the medical area, which included complex criteria for determining

scope or exclusion obtained an average accuracy of 59%, versus 83% for the technology

paper. Interestingly, the accuracy depends on the title we give to the task (”classify a

text” vs ”screen scientific papers”), probably as titles that convey that the task is complex

tend to discourage the casual worker, and we know that workers correctly perceive task

complexity [Yang et al., 2016]. If we word tasks properly and the problem is sufficiently

simple, then as shown by Equation 2.6 the average accuracy after just a few test questions

is very high, and classification errors, even using simple majority voting, are low. In this

case the classification can be very precise and indeed, in our experiments, in half of the

cases (4) where we recorded an “error” from the crowd, the error was on our side meaning

that our “gold” data turned out to be not so gold.

We can use the accuracy distributions as derived from Figure Eight and feed them to

the algorithms described earlier to compute task settings for relatively easy and relatively

hard paper classification problems, and estimate loss for, e. g., a maximum budget of 1$

per paper and a salary of 20 cents per answer. For the medical domain case, the optimal

algorithm produces Nt=10 and J=2, giving a cost per paper of 80 cents and an expected

error loss for cr = 10 of 0.15 if θi = 0.5. For reviews where the real θi = 0.1 the loss

is 0.08 for a cost of 1$ per paper (optimal parameters are Nt = 7 and J = 3). For the

(”easier”) technology review we can instead reach a loss of 0.11 when the real θi = 0.5

(cost of 80cents per paper, Nt = 10, J = 2) and for real θi = 0.1 the loss is 0.08 for a cost

of Nt = 6, J = 3, budget of 96 cents per paper.

Notice that 80 cents per paper is a reasonable figure (also obtained with generous

assumptions on the time actually spent working on each paper - in practice it is probably

possible to achieve lower costs): in our preliminary survey of over 20 authors of recent
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literature reviews, respondents reported an average of 1.5 person-months of effort spent in

this phase. For a typical screening of approximately 1000 papers the price tag is therefore

relatively low.

2.5.1 Conclusion

The analysis indicates that crowdsourcing literature reviews can be done with high precision

and costs figures that are reasonable with respect to what authors spend today in terms

of effort. Different algorithms can be used to identify the parameters of the crowdsourcing

task and the best algorithm we identified based on a multi-run strategy significantly

outperforms basic EM (with even larger margins when compared with other simpler

algorithms). The work has several limitations: in this presentation we could only include

a few comparisons and discussions. As the model (and real life scenarios) have many

parameters, a more in depth discussion and analysis is needed. Furthermore, a deeper

understanding of the accuracy as derived from Figure Eight is needed as it is affected by

many “little things” (as we experienced almost by chance) such as the wording of the

task title and content, the type of papers, the availability of a rich set of examples for

the worker, and so on. Algorithms still have room for improvement, for example in terms

of finding the optimal number of papers to consider for the initial run of the multi-run

strategy. Furthermore, we have not discussed and analyzed the impact of clarity and of

ongoing tests submitted to workers who pass the test phases. A detailed comparison with

actual errors performed when experts decide inclusion and exclusion is also needed for a

comprehensive evaluation of the approach.



Chapter 3

Crowd Adaptive Criteria-based

Paper Screening in Systematic

Literature Reviews

Systematic literature reviews (SLR) [Grant and Booth, 2009; Khan et al., 2003; Henderson

et al., 2010] are reviews that follow a predefined process aimed at achieving transparency

and impartiality with respect to the sources analyzed, minimizing distortions, biases, and

conflicts of interest [Steinberg et al., 2011]. They are one of the most important form of

publications in science [Sun et al., 2016], and are the basis for evidence-based practices and

even government policies, from education to healthcare, as they pool results independently

obtained from a number of research groups [Haidich, 2010]. Recognizing their importance,

the number of systematic reviews is growing steadily, with tens of thousands of publications

per year in all fields.

The cornerstone of transparency and impartiality in SLRs lies in a formalized paper

selection process. This is typically formed by a stated scope and goal of the review (e. g.,

”study the effect of regular physical exercises on progress of dementia in older adults,

focusing only on papers describing randomized controlled trials”), translated by the authors

into a corresponding query (a boolean expression that includes relevant keywords) that

retrieves candidate papers from a database such as Scopus. To avoid missing papers, the

query tends to be inclusive, which means that it returns hundreds or thousands of results

[Nguyen et al., 2015a] that are later screened by researches based on predefined exclusion

criteria (e. g., ”filter out papers that do not measure cognitive decline”), typically down to

a few dozens.

While extremely useful, SLRs are very time consuming in terms of both effort and

elapsed time, and this is true also for the paper screening phase [Green, 2011; Sampson
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et al., 2008; Krivosheev et al., 2017]. Furthermore, with hundreds of thousands of papers

written every year, SLRs rapidly become outdated [Créquit et al., 2016], and although

they should be updated periodically, the effort for doing so often represents a barrier

[Takwoingi et al., 2013], so that it is not uncommon for reviews to miss 30% or 40% of

relevant papers [Créquit et al., 2016].

In this chapter, we continue to explore the use of crowdsourcing in the filtering phase of

systematic reviews, where we screen candidate papers resulting from the initial literature

search to identify papers to be included in the analysis based on a set of exclusion criteria.

This is an instance of finite pool classification [Nguyen et al., 2015a] and crowd screening

problems [Parameswaran et al., 2012] where we need to classify a finite set of objects

while minimizing cost. The potential benefits of crowdsourcing here are in terms of a

faster and cheaper screening (compared to screening by professionals) as well as increased

transparency (process and votes can be made public if desired) and reduced risk of author

bias. The crowd also brings diversity [Weiss, 2016] and, as we experienced first hand,

disagreement in the crowd may signal errors or ambiguities in the definition of exclusion

criteria. Research in this area is still in its infancy, although a set of recent initial

efforts [Wallace et al., 2017c; Krivosheev et al., 2017; Sun et al., 2016; Mortensen et al.,

2016] present very encouraging results in terms of both quality and cost reduction with

respect to expert screening costs, and show feasibility of crowd-based screening in various

domains, including healthcare.

In the following we present a probabilistic model suitable for the criteria-based screening

of papers typical of SLRs and propose a set of strategies for crowd-based screening. Our

main contribution consists in an adaptive crowdsourcing algorithm that significantly

outperforms baselines. The algorithm polls the crowd in small batches and estimates, at

each iteration and for each item, i) the criterion for which getting one more crowd vote

on the paper can more efficiently lead us to a classification decision, and ii) whether we

should give up trying to classify this item, recognizing that the crowd cannot efficiently

reach a decision and therefore it should be left to the authors for expert screening. This

also means that the algorithm is robust to papers and criteria that are overly difficult for

the crowd to classify, in that it does not needlessly spend money on them.

The model is the result of many iterations and variations of experiments on commercial

crowdsourcing platforms (Amazon Mechanical Turk (AMT) and Figure Eight1). We then

performed additional experiments to validate the effectiveness of the strategies. While we

present the results in the context of SLRs because we validated the model and findings for

this case, we believe that results can be generally of interest for classification problems

where items are classified via series of successive tests, as it often happens in medicine, as

1www.mturk.com and www.figure-eight.com
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well as for finite pool classification problems and crowd-based query optimization, where

the crowd evaluates predicates (analogously to our exclusion criteria) that filter a set of

tuples to compute the query results.

3.1 Background

Our work builds on approaches in crowdsourcing in SLR but also more generally on works

on crowd-based classification.

3.1.1 Crowdsourcing multi-criteria paper screening in Systematic Reviews.

Recently, Brown and Allison [Brown and Allison, 2014] used crowdsourcing to, among

other tasks, classify 689 abstracts based on a set of criteria using AMT. Authors report

agreement in 75% of the abstract, based on two raters, and a third rater is used to break

the tie in case of disagreement. The chapter does not discuss optimal crowdsourcing

strategies or algorithms to minimize errors, but points to the potential of crowdsourcing

in analyzing literature.

Mortensen and colleagues crowdsourced paper screening [Mortensen et al., 2016] in

four literature reviews, each with several criteria. Their aim was to explore feasibility and

costs of crowdsourcing and they address the problem by measuring workers agreement

in a set of tasks run on AMT for papers in the medical field. Their work differs from

ours in that it does not propose algorithms to identify optimal crowdsourcing strategies.

However, it contains interesting observations related to the importance of task design,

to the cost-effectiveness of crowdsourcing even when the task is not optimized, and to

the high degree of variability in workers’s agreement from paper to paper and criteria to

criteria (Fleiss’ Kappa ranging from 0.5 to -0.03). This is consistent with our own studies

(our papers are in a different scientific area) and we exploit this variability to optimize the

cost/error tradeoff.

In general all papers reports positive results and complement them with insights and

guidelines for task design of even for the design of a dedicated crowdsourcing platform for

SLR [Weiss, 2016; Brown and Allison, 2014] as well as investigate the use of crowd for other

phases of interest for SLR such as information extraction [Sun et al., 2016]. Interestingly,

the only exception is represented by a study performed with medical students as screeners

rather than online crowd workers, which reports rather poor accuracy [Ng et al., 2014].

From these studies we also learn that workers’ accuracy vary across criteria, which

points to the need of adapting to the characteristics of each SLR, criterion, and crowd.

Indeed, one of the main differences of our approach lies in the ability to focus the crowd
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on ”low hanging fruits”, that is, items and criteria that are statistically more efficient from

the perspective of correctly excluding papers.

3.1.2 Crowdsourced Classification

The problem discussed here is an instance of a finite pool classification problem [Nguyen

et al., 2015a] and specifically of crowdsourcing-based classification. Prior work also

addresses the issue of optimizations in terms of costs for obtaining labels and techniques

to reduce cheating [Smyth et al., 1995; Karger et al., 2011a; Hirth et al., 2013; Eickhoff

and de Vries, 2013; Hirth et al., 2011]. For example, Hirth and colleagues [Hirth et al.,

2013] recommend specific cheating detection and task validation algorithms based on the

cost structure of the task.

We build over many of these approaches, and in fact we adopt prior art algorithms for

estimating workers’ accuracy and for assigning labels. Although classification algorithms

are central to our overall problem, to a large extent they are for us a swappable component:

Our goal is to, given a task design and a classification algorithm, identify how to efficiently

query the crowd to minimize the number of labels needed to achieve the desired precision

and recall in screening problems.

3.2 Model and Objective

We model the SLR screening problem as a set of papers (items) I to be classified by the

screening phase as included (in scope) or excluded based on a set of exclusion criteria

(predicates) C = {c1, c2, ...cm}. A paper is excluded if at least one exclusion criterion

applies, otherwise it is included. A typical SLR screens hundreds or thousands of papers

with a handful of exclusion criteria. We focus on screening based on title and abstract,

which is a classical first step screening, consistent with SLR guidelines [Moher et al., 2009].

In a crowdsourcing approach, we ask each crowd worker to look at one or more pairs

(i, c) and state if exclusion criteria c applies to paper i. Following the mentioned literature,

we model a worker’s accuracy with a confusion matrix Ac,w defining the probability of

making correct and wrong classifications for each criterion c, thereby allowing us to model

different accuracies when the true label is inclusion vs exclusion. Criteria can differ in

difficulty. Some are easier to assess than others. Following [Whitehill et al., 2009], we

model difficulty as a positive real number dc that, given an expected accuracy αw of a

worker w, skews the accuracy as follows: αc,w = 0.5 + (αw − 0.5) ∗ e−dc . As the difficulty

dc grows, αc,w goes to 0.5, corresponding to random selection, which we consider to be the

lowest accuracy level2. Each criterion also has a power (also called selectivity) θc, defined

2In this chapter, we do not consider the problem of accuracies below random, but we stress that they can
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as the percentage of papers to which the criterion applies (and hence need to be excluded).

For each SLR and criterion, both accuracy and power are unknown a priori.

We assume the adoption of a general purpose crowdsourcing system with limited control

on the kind of crowd we attract but with a near infinite pool of workers. We can however

test workers by providing a number Nt of test questions (with gold answers provided

by SLR authors), and count as valid only votes of workers who pass the test, thereby

exercising some control over worker’s accuracy (at a cost, as we specify later).

A crowdsourcing strategy is a set K of runs, where each run Rk collects Jki,c votes for

criterion c on item i. A run may seek votes on all criteria and all papers, or focus on a

subset (that is, Jki,c might be 0 for some items).

Tasks also have a cost, which is the unit cost UC for a (non-test) vote multiplied by

the number of votes obtained. Although many systems allow not to pay for test answers,

consistently with [Krivosheev et al., 2017], we believe it is fair and ethical to also pay

for test questions for workers who pass them. Furthermore, placing unreasonably many

test questions is likely to result in low reputation scores for us and hence in our ability to

crowdsource. Concretely, this translates into considering a price per label PPL as follows

(Nl is the number of valid judgments that a worker gives on non-test papers):

PPL = UC · Nl +Nt

Nl

. (3.1)

In terms of outcome, key measures are the precision and recall of papers to exclude.

We also borrow the concept of loss function from [Krivosheev et al., 2017; Nguyen et al.,

2015a] because it summarizes well the subjective perspective of the SLR authors. The

loss = lr ∗FE +FI is represented by the sum of false inclusions FI (papers that survived

the screening phase but that should have been excluded instead) and false exclusions FE

(filtered-out papers that should have instead been left in), where FE are weighed by a

loss ratio lr denoting that false exclusion are lr times more ”harmful” than false inclusion

(filtering out a paper is often considered a much more serious error than a false inclusion

which ”simply” requires extra work by the authors). The loss ratio is the only parameter

we ask the authors to set.

Many variations of the model and of loss function are possible, but these suffice

for our purposes. Given the model, our objective is to identify and evaluate a set of

efficient crowdsourcing strategies for each SLR that correspond to estimated pareto-optimal

price/loss curves. With infinite money we can always arrive at a perfect classification (if

workers’ accuracy is above random and votes are independent), but the challenge is to

classify efficiently and at a price/loss point that is acceptable to authors, who decide what

price they are willing to pay and which loss they can tolerate. Based on this preference, the

occur in rare cases, for example if criteria are erroneously specified.
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algorithm should set the relevant parameters of the crowdsourcing tasks and classification

function. We next discuss how this can be done.

3.3 Algorithms

3.3.1 Baseline single-run algorithms

Our set of baseline algorithms follows the methods applied in recent literature for crowd-

sourced classification in finite pool contexts and SLRs in particular. Specifically, as we

are in the presence of incomplete information (we know neither the classification of the

papers nor the accuracy of the workers), we leverage approaches such as TruthFinder

[Dong et al., 2013] and Expectation Maximization (EM, [Dawid and Skene, 1979]) to

iteratively refine estimates of accuracy and class until convergence. In addition, simple

majority voting is also commonly used as its performances are actually reasonable in finite

pool classification [Nguyen et al., 2015a].

Applying them to our problem, we proceed in a single run where we ask each worker

to vote on all criteria C for a set of papers. Each worker provides at most Nl labels, and

we collect J votes per criteria and per paper. Classification proceeds by evaluating each

criterion c ∈ C on each paper i and, based on the responses received, estimating with one

of the mentioned algorithms the probability P (i ∈ OUTc) that paper i is classified as out

by criterion c.

Once we have probabilities for each criterion, we compute the probability P (i ∈ OUT )

that a paper i should be excluded as the probability that at least one criterion applies (we

assume criteria application is independent):

P (i ∈ OUT ) = 1−
∏
c∈C

P (i ∈ INc) (3.2)

The loss ratio skews our classification decision to err on the side of inclusion (for

lr >1). The expected loss per paper we suffer for an erroneous inclusion of a paper i is

P (i ∈ OUT ), while for an erroneous exclusion it is lr · (1 − P (i ∈ OUT )). This means

that our threshold for classifying a paper as OUT is when these quantities are the same,

that is, P (i ∈ OUT ) = lr/(lr + 1).

Altering the number of votes per worker Nl, votes per item J , and number of tests

Nt will modify the expected price and loss. More tests ideally lead to more accurate

workers, more labels mean more accurate classification, and more votes per person enable

a more accurate estimation of a worker’s accuracy. To analyze price vs loss, we simulate

the behavior of the model with various values of Nl, J,Nt, and apply EM, TruthFider

(TF) or Majority Voting (MV) to classify papers, and compute the estimated loss. Since
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values of Nt and J correspond to a cost, we can also get the price tag corresponding to

this loss. Out of this set of price/loss points, we can take the pareto-optimal ones and

plot them so that authors can decide which one best fits their needs. As discussed there

are cost penalties and practical constraints that do not allow us to set these parameters

to arbitrarily high values, and values of Nt and J above 10 do not generate significant

improvements [Krivosheev et al., 2017], so the number of reasonable alternatives is fairly

small. To simulate the data we need either to make assumptions on the crowd accuracy as

well as on criteria power and difficulty, possibly based on prior knowledge, or to estimate

these parameters [Krivosheev et al., 2017] by crowdsourcing labels for a few papers (fifty

papers already enable a good estimate as shown later). Figure 3.1 shows the results of

applying the three mentioned algorithms for 3 and 5 labels per item and criterion (the

caption describes simulation parameters). The impact of choosing a specific algorithm is

relatively small with the exception of MV performing better when labels per paper and

per worker are few, which is a known behavior [Jin et al., 2017b]. The dots represent

different number of tests (from 2 to 10) and the arrows shows the direction of growth,

from top-left to bottom-right. Some points are Pareto-optimal, so in an interaction with

SLR authors we would only show those points and ask for the preferred loss/price point.

Figure 3.1: Performance of classification algorithms. Simulation with 1000 papers, four criteria

of power = [c1 = 0.14, c2 = 0.14, c3 = 0.28, c4 = 0.42], Nt = [2, 3, .., 10], lr = 5. Workers

are assumed to be cheaters with probability 0.3, and the rest has uniform accuracy in (0.5-1).

Accuracy on OUT papers are 10% higher, as seen in experiments.

The results vary slightly if the parameters of the problem and algorithms are different

(such as different power, difficulty distributions across criteria, proportion of papers to be

excluded, number of papers per worker). We discuss how quality and cost vary later in

the paper when we compare and discuss algorithms.
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Algorithm 1: M-Runs Algorithm

Input: Items I, Criteria C, loss ratio lr

Output: Classified items CI

(1)CI ← {}, UI ← I, thr = lr
lr+1 , I0 =100 randomly selected papers from I

(2)# Baseline iteration (Run 0)

(3)V 0 ← collect J votes on I0 for all criteria C

(4)CI0 ← classify items(V 0, thr)

(5)CI ← CI ∪ CI0, UI ← UI − CI0

(6) foreach c ∈ C

(7) θ̂c ←

∑
i∈I0

P (i∈OUTC)

|I0| , α̂c =

∑
w∈W0

c

αw,c

|W 0
c |

(W 0
c is the set of workers who passed test

questions and provided at least one label in baseline iteration)

(8) #Ranking criteria order ← estimate best order(θ̂, α̂)

(9)#M-Runs iterations

(10)foreach c ∈ criteria order
(11) V c ← collect J votes on UI on c

(12) CIcout ← exclude items(V 0, thr)

(13) CI ← CI ∪ CIcout, UI ← UI − CIcout
(14)CIin ← tag UI as ”IN items”

(15)CI ← CI ∪ CIin
(16)return CI

3.3.2 Multi-Run Strategy by Criteria

The multi-run strategy follows the footsteps of the above-mentioned approaches for query

optimization in crowd databases that identify the most selective criteria and query based

on those first. The difference here is that we also estimate and consider accuracy (we do

not want to query the crowd if this brings high disagreement, as it is less cost-effective),

and that we work with a specified loss function and a price vs loss trade-offs that are

based on the authors’ choice. The algorithms proceeds as follows.

Baseline iteration. We first estimate power and difficulty via a baseline iteration

(run k = 0) on a randomly selected subset I0 of the set of candidate papers I, as shown in

Algorithm 1 (We will get back later in the chapter about identifying how large should I0

be).
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In step 4 we classify items and estimate accuracy of each worker with a classification

algorithm that also provides accuracy estimates such as TruthFinder (TF) [Dong et al.,

2013]. As TF estimates class probabilities, we estimate the power of a criterion c as the

expected value of the probability that the criterion applies, as shown in step 7.

We refer instead to the difficulty of a criteria c through the average workers’ accuracy on

the given criteria, i. e., the average probability that a user, who passed the test questions,

gives correct votes on that criteria.

Criteria ranking. Finding the best ordering is trivial if one criterion is more powerful

and easier than another. Otherwise, different ordering may lead to price/loss points that

are on the Pareto frontier and need to be shown to authors for decision. The number of

criteria is often low so that considering permutations of all cases where the ordering is not

trivial is tractable. We do so in step 8, by computing for each ordering the expected price

and loss for different values of Nt and J . The computation of price and loss can be done as

for the previous algorithm. Notice that the ordering is very important: given an ordering

of criteria OC = c0, c1, ..cn, the probability of erroneously excluding an item (probability

of false exclusion, or PFE) is the probability of erroneously excluding it in the first round

(on c0), plus the probability of correctly including it after c0 but erroneously excluding

it after c1, and so on. More formally, denoting with PFEc the probability of erroneous

exclusion when processing criteria c and with PINc the probability of classifying a paper

as IN on criteria c:

PFE = PFE0 +
∑

m∈1,2..n

PFEm

m−1∏
j=0

PINj (3.3)

PFE therefore decreases with PIN, and in practice it decreases sharply if we screen

high power criteria first, given that criteria powers over 30% are quite common.

Crowdsourcing iteration. The algorithm iterates through the criteria, excluding

items (classified again based on TF in step 12).

The results of M-runs (orange) compared with the baseline single run algorithm (blue)

are shown in Figure 3.2b and 3.2c, showing loss and precision vs price for different values

of Nt and J . The simulation parameters are the same as previously described. The savings

are of approximately 20%, and are in general higher if the criteria diversity in terms of

power and accuracy is higher.

3.3.3 Short Adaptive Multi-Run

The previous algorithms apply the same strategy to all papers left to classify. The Short

Adaptive Multi-Run algorithm (SM for short)(Algorithm 2) defines instead an individual

strategy for each item to be labeled, aimed at identifying the shortest path to decision.
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The idea is that as we collect votes we understand more about the statistical properties

of the overall SLR task (such as criteria power and difficulty) and also of each specific

paper, based on the votes obtained for that paper so far. Therefore, we can estimate which

is the criterion to test next for each paper by maximizing the probability of (correctly)

classifying it as out in the next run, and we can even decide to give up on a paper (leaving

it in) because we realize it is too hard (or too expensive) for the crowd to reach consensus

or because the probability that we will classify it as out are low. In other words, we aim

at excluding the papers for which we can do so cheaply and confidently, and leave the rest

to the experts (authors).

At an extreme we would like each run to be composed of one vote on one paper for one

criterion (hence the name ”short run”). Every time we get a vote we learn something new,

and we can use this knowledge to optimize the next vote we ask. In practice a run cannot

ask for one vote if we use the basic setup of typical crowdsourcing engines (it would not

make sense to take time out of a person to explain a task and a criterion and stop after

one vote)3.

In the following we introduce SM (see Algorithm 2) by first presenting the intuition

behind each step and then showing the related math.

We begin at iteration 0 with an empty set of classified items, both in and out: CI0
in ∪

CI0
out = ∅. We assume that authors set thresholds for false inclusion and exclusions, that

is, values Pout and Pin so that we classify a paper i as out if P (i ∈ OUT ) ≥ Pout, and

analogously for P (i ∈ IN).

Baseline estimation. We perform a small baseline run as in the previous approach,

to estimate power θ̂0
c and difficulty (accuracy) α̂0

c for each criterion (Algorithm 2, step

2). Experiments have shown us that a baseline of 50 items is often sufficient as an

initial estimate (as discussed in the following section), considering also that we revise the

estimates as we proceed.

Exclusion probability estimation. Here we begin the iterations. Before each run

of crowdsourcing we try to identify, for each item, and given the votes Vi obtained so

far for each paper i, which criterion is more likely to efficiently filter a paper. In other

words, we identify for each criterion c the minimal number Nmin
i,c of successive out votes

we need so that if we add Nmin
i,c to Vi (resulting in a ”imaginary” set of votes V ′i ) then

P (i ∈ OUT |V ′i ) > Pout, and therefore we exclude the paper and stop working on it.

Intuitively, for each item we want to select criteria that have a low Nmin
i,c (low number of

votes and therefore low cost) and a high probability P (Nmin
i,c ) of getting those out votes.

3With ad hoc implementations, either stand-alone or on top of commercial engines, and with fast estimation it

might be possible to achieve one-vote runs though the key optimization here lies in the personalized strategy: the

most important aspect is not so much asking at most one vote in each run, but asking one vote per paper
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Algorithm 2: SM-Runs Algorithm

Input: I, C,lr, Pout, Pin

Output: CI = {CIin, CIout}

(1)CI ← {}, UI ← I, k ← 0

(2)# Baseline iteration (Same as Algorithm 1 baseline)

(3)→ CI, V 0, θ̂0, α̂0

(4) foreach i ∈ UI: P 0(i ∈ INc/V
0
i,c)← (1− θ̂0

c )

(5)#SM-Runs iterations

(6) while UI 6= ∅
(7) k ← k + 1

(8) foreach i ∈ UI

(9) c(i)← arg maxc∈C
P (V k+1,k+n

i,c =OUT )

Nmin
i,c

(10) check stop condition on i

(11) Ik ← N items with highest p(i)

(12) foreach i ∈ Ik

(13) vki,c ← collect a vote for c on i

(14) V k
i ← V k−1

i ∪ vki,c
(15) P k(i ∈ IN/V k

i )←
∏
c∈C P (i ∈ INc/V

k
i,c)

(16) P k(i ∈ OUT |V k
i )← 1− P (i ∈ IN/V k

i )

(17) if P (i ∈ IN |V k
i ) > Pin

(18) CIin ← CIin ∪ {i}
(19) UI ← UI − {i}
(20) if P (i ∈ OUT |V k

i ) > Pout

(21) CIout ← CIout ∪ {i}
(22) UI ← UI − {i}
(23) update power as per algorithm 1, step 7

(24)CIdiff items ← tag UI as ”IN items”

(25)CI ← CI ∪ CIdiff items

(26)return CI

Notice that every vote on (paper i, criterion c) we get will move P (i ∈ OUT ) closer or

further away from the threshold Pout. This will change our Nmin and possibly the selected

criterion for the next round. The probability of getting an out vote for (i, c) also changes,

and it does so more strongly when the accuracy for that criterion is higher.
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More formally we proceed as follows. If we denote with k the number of iterations run

thus far, and with V k
i,c the votes obtained in the first k runs, then by applying Bayesian

rule we have:

P k(i ∈ INc|V k
i,c) =

P k(V k
i,c|i ∈ INc) ∗ (1− θ̂k−1

c )

P k(V k
i,c)

(3.4)

In the formula, after the first run (k=1), the term θ̂k−1
c is the proportion of papers to

which criteria c applies, as computed after the baseline. θ̂c is then updated after each run.

The two P k factors on the right side of Equation 4.3 can be determined as follows,

where J ci,in denotes the number of items i labeled as in for criterion c:

P k(V k
i,c|i ∈ INc) =

(
J ci
J ci,in

)
(αc)

Jc
i,in ∗ (1− αc)J

c
i,out (3.5)

and

P k(V k
i,c) = P k(V k

i,c|i ∈ INc) ∗ (1− θ̂k−1
c )+

P k(V k
i,c|i ∈ OUTc) ∗ θ̂k−1

c

(3.6)

Now that we know how to compute P k(i ∈ INc|V k
i,c) and therefore P (i ∈ OUT |V k

i,c)

from Equation 4.4, we can compute how the exclusion probability changes as we add

n=1,2,.. out votes to V k
i,c obtaining a set we denote as V k←n

i,c and stop when n is such that

P (i ∈ OUT |V k←n
i,c ) > Pout.

To assess the probability of getting Nmin
i,c out votes for criteria c on item i we proceed

by first computing the probability that the next vote is out, as follows4 (all probabilities

are conditional to the votes obtained thus far V k
i,c ):

P (vk+1
i,c = OUT ) = αc ∗ (1− P k

i (I ∈ INc)) + (1− αc)P k
i (I ∈ INc)).

We then iterate over this formula for getting the probability for the next out votes,

remembering that P k
i (I ∈ INc) will have changed due to the additional out vote.

Ranking. We rank criteria for each item by weighing cost (Nmin
i,c ) and probability

of success (probability P (V k+1,k+n
i,c = OUT ) of getting Nmin

i,c consecutive out votes).

We define the value of applying a criterion as the price we have to pay for unit of

probability of classifying the item as out in the next Nmin
i,c votes, that is: V aluei,c =

P (V k+1,k+n
i,c = OUT )/Nmin

i,c We then borrow ideas from predicate ranking optimization

in query processing [Hellerstein and Stonebraker, 1993] that essentially ranks based

on selectivity/cost (although here we do so per item and assess it at each iteration).

Applying the same logic we look for each paper for the criterion with maximum value:

V aluei = max
c∈C

P (V k+1,k+n
i,c = OUT )/Nmin

i,c

4To simplify the presentation here we take a single value for criteria accuracy as opposed to a confusion matrix.
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Figure 3.2: Behavior of algorithms. Charts are simulated with 1000 papers, four criteria of power

= [c1 = 0.14, c2 = 0.14, c3 = 0.28, c4 = 0.42], Nt = [2, 3, .., 10], lr = 5. Workers are assumed to

be cheaters with probability 0.3, and the rest has uniform accuracy in (0.5-1). Accuracy on OUT

papers are 10% higher, as seen in experiments. See text for description.

In developing SM we explored alternative approaches: a main one we explored involves

estimating how P (i ∈ OUT ) is likely to change if we ask for one vote on c, as an attempt

to drive our choice for which vote to ask next. With relatively simple math, we can

estimate the probability of the next vote being in or out, and the impact that this has on

P (i ∈ OUT ), and we can select the criteria that leads us closer to the threshold. This

initial choice however has an undesired behavior: if there is a low accuracy, high power

criterion, it leads us to choosing this criterion. However, the low accuracy means we only

take little steps towards our threshold, making the walk long and expensive. Instead, we

choose criteria that can provide large variations towards the out threshold.

Stopping. As we iterate, we can see that V aluei may be so low (for example, if we

get conflicting votes) that it becomes ineffective to poll the crowd for that item. We can

therefore stop working on papers for which V aluei is lower than a threshold based on

authors’ preferences (Notice that we disregard the money already spent on a paper, as

that is a sunk cost [Arkes and Blumer, 1985]). The reasonable threshold here depends on

the cost ratio cr of the crowd cost for a single vote on one paper and criterion (PPL from
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Formula 3.1) divided by the author classification cost. The lower the cost ratio, the more

convenient it is to insist with the crowd. For typical cost ratios, considering classification

costs as estimated in the literature (see, e. g., [Mortensen et al., 2016]) of around 2$ per

abstract (for the US, in the medical field and including overhead), a good empirically set

threshold is 100.

Crowdsourcing iteration. Ranking determines the priority for the next batch of

votes. The batch size is the minimal size that can practically be achieved while ensuring

each worker gets value for the time they spend learning and doing the task. In practice,

it rarely makes sense to offer batches of less than 10 items as they are less attractive.

We return to the crowd to ask one more vote for each paper in the batch, determine the

probability of exclusion as discussed above and classify paper as out if P (i ∈ OUT ) > Pout.

If there are no more papers left to classify we stop, else we iterate.

We next analyze the results of the algorithm and discuss its properties, also in light of

crowdsourcing experiments.

3.4 Analysis and Experiments

3.4.1 Simulations

We first show the behaviors of algorithms via simulations. The strategies presented here

have a number of parameters and the behavior varies in interesting ways as we change

these parameters. We also remind that authors do not set or estimate any parameter:

they simply need to state their loss function and the preference for given loss vs price

points when there is no Pareto-optimal value.

Figure 3.2 shows the result of a simulation run with 1000 papers and parameters as

described in the caption. It plots the loss vs price curve for the SM strategy for the same

scenario discussed for the other algorithms (The SM variant adopted here has a 1000

papers run, assumes a stopping threshold of 100, and shows an average of 50 simulations).

Pout is 0.99. Figure 3.2(a) and (b) show that SM can achieve the same loss and precision

for a fraction of the cost (both could improve by changing Pout, though increasing the

price)5. Notice that price and loss both decrease (at least initially) as we increase the

number of tests Nt, which is our ”knob” to increase accuracy (and cost) of workers. This

is because SM detects the increased accuracy and adapts to it by asking for less votes for

the same loss and precision. Figure 3.2c shows the ROC curve where we can see that SM

has a greater area for a much smaller price. Charts are analogous in terms of shapes and

trends for other values of θ, J (and for Nt as well for the ROC curve) so we do not show

5We omit plotting the std bars as they would make the chart unreadable
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them. Figure 3.2d shows again loss vs price but this time assuming the presence of a very

difficult criterion (accuracy of 0.55), and shows the robustness of SM on the loss (even

with the very conservative loss ratio of 5 we used here).

Figure 3.3: Classification task for SLR.

Figure 3.2e and 3.2f show the impact of estimation error for accuracy on precision

and recall respectively. Notice that if we underestimate (orange line) we achieve higher

precision (we are more conservative). For recall, if we underestimate accuracy and accuracy

is low (Nt is low) then we get very low recall: we give up rather early, leaving papers to

authors to classify. As accuracy increases, the differences smooth out and are within the

variance. The charts for power estimation error have essentially the same shape and are

not shown.

Baseline runs and numbers of labels per paper affect the estimation errors. The issue is

not so much the number of papers in the baseline: 40-50 papers suffice to estimate power

within a 5-7% margin of error (consider the problem similar to estimating the fairness

of a coin modeled as a Beta distribution, 50 tosses would give a reasonable estimate).

Furthermore, estimates are re-assessed as we go. The key here is rather to enable a good
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accuracy estimation, and experiments have shown that with less than 3 votes per paper

the estimation error grows above 10% and with low accuracy criteria this can generate

very low recall (as we may believe accuracy to be at 0.5). Experiments with variations

of the stopping threshold also produced limited effect. When going from 100 to 150, the

recall increased by approximately 0.04%, always keeping the precision threshold at 0.99.

The price difference is also negligible.

Figure 3.4: Behavior of SM with data from experiments. Runs of 1000 papers, accuracy and

power as described in the text, the other parameters are unchanged.

3.4.2 Crwdsourcing Experiments

During 2017 we performed a set of studies and experiments on two commercial crowdsourc-

ing engines (Figure Eight and Mechanical Turk). We ran a total of 20 experiments with

different settings, asking workers to label a total of 174 papers with two to four exclusion

criteria (a total of 514 classification decisions) taken from two systematic reviews, one

done by us in an interdisciplinary area (computer science and social sciences) reviewing

technology for fighting loneliness, and the other in medicine [Veronese et al., 2017] having

more complex exclusion criteria. We collected votes by over 3200 respondents. These initial

studies helped us to understand the nature of the problem, estimate crowd accuracies, get

a feeling for latencies and costs, and also refine task design which, although orthogonal to

our goals here, is important for getting good results [Yang et al., 2016]. In the following

we focus on the experiments to assess the validity of SM with respect to other algorithms

and baselines.

Setup. To this end we classified 374 papers on AMT by posting tasks that were asking

crowd workers to classify many papers based on one criteria. We requested workers with

an HIT approval rate of 70% or more. The task starts by explaining the criteria to workers,

providing a positive and a negative example, and then asking to label the papers as in, out,

or unclear from the text (Figure 3.3). Adding the latter option was a result of previous
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experiments where many workers complained that this option was missing and were unsure

about what to answer to qualify for payment. We also informed workers that they would

need to get 75% of the answers as correct in order to be paid. The examples are taken

from the ”gold” dataset, which are the papers classified by researchers in our team. Each

worker saw the same example papers in the instructions for the same criteria. The three

criteria we tested involved assessing whether the paper included an intervention (as shown

in Figure 3.3), whether it described studies on adults 65 and older, and whether it involved

the use of technology.

The task proceeded by criteria, not by paper: we showed instruction for a criterion,

and then asked for classification on that criterion. We chose this option as we noticed in

initial experiments that explaining and understanding criteria takes effort, and teaching

workers the subtleties of several criteria at the same time may lead to increased effort

and reduced accuracy. Workers could classify the papers until they wished to do so. We

repeated the process for the three criteria getting at least 5 votes per paper (we collected

up to 15 votes per paper for the intervention criterion show in the figure as it had low

accuracy and we wanted to analyze it more deeply). Before running the task we did some

pre-runs to assess the proper pay. In terms of costs, we experimented different payments,

always making sure that we stay well over 8USD per hour based on estimated completion

times, which results in approximately 10 cents per vote. We did not screen workers with

test questions, though the experiments gave us a dataset over which we can now use to

”simulate” the effect of filtering out workers that did not get 100% accuracy on the first

Nt questions.

Results. All tasks were completed in a few hours, and we assume that if we had more

papers they would have been classified with sublinear increment in time. As expected (see

table below), and consistently with the literature [Mortensen et al., 2016], power and

workers’ accuracy vary significantly by criteria. Use of technology has high power as words

related to technology are very common and it is hard for keyword-based queries to filter

for the specific use of technology we look for (Table 3.1).

Criteria: intervention use of tech 65 and older

Power 0.24 0.61 0.05

Accuracy 0.60 0.77 0.75

Table 3.1: Power and Accuracy of criteria

The presence of a criteria (intervention) with rather low accuracy underscores the

importance of an adaptive approach where we focus on high-accuracy criteria and leave

the leftover papers to the authors.
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We additionally studied a bit the average agreement among expert raters for the

screening task of scientific abstracts. Mateen et al report on an experiment that measured

agreement on around 96% of the papers [Mateen et al., 2013]. An analysis of SLRs

conducted by our team reported 92% agreement among two raters and, in addition, 2%

of cases where one rater was unsure. This indicates that the Pout precision threshold we

picked of 0.99 is in line or even exceeding current standards. We also observed that the

mere act of having the need to explain criteria to others (that also demand fairness in job

acceptance) forced us to be very precise and indeed, looking back at our own classification,

we found errors also due to a certain imprecision in the initial definitions.

Using the experimental data to fuel simulations did not bring significant changes to

the charts already discussed, although there are interesting differences and we focus on

these in the following, especially to underline the limits of SM. One interesting aspect is

that actual data do not precisely and consistently fit the model: workers accuracy cannot

always be modeled as i.i.d. variables, and the margin of error in predicting future accuracy

from past is rather high, even if we vary the testing patterns. This is not entirely surprising

as some workers may improve as they proceed with the task while others may get sloppy

or tired, and indeed optimal testing to cater for these issues is an active area of research

[Bragg et al., 2016].

Figure 3.4 shows the results of such experiments-fueled simulations, assuming no

additional tests filtering. Figure 3.4a shows the usual loss vs price chart, and the results

are fairly consistent with the simulations. Figures 3.4b and c break this down by precision

and recall. The latter is particularly interesting as the recall for baseline is somewhat

comparable to M-runs, or at least it makes for a non obvious choice for lower level of J .

This is probably due to the relatively low accuracy we have in these (relatively untested)

set of workers.

Finally we observe that in terms of overall cost, even at 10 cents per vote we remain

well below author cost for the paper we screen out (from 20 to 40%).

3.4.3 Conclusion

In this chapter, we tested the feasibility of crowd workers in performing the filtering stage

of Systematic Literature Reviews to identify papers to be included in the review based on

a set of exclusion criteria. We proposed and analyzed a set of strategies for crowd-based

SLR screening. We validated both applicability and results of the approach through a set

of crowdsourcing experiments and discussed properties of the problem and algorithms that

we believe to be generally of interest for classification problems where items are classified

via a series of successive tests.

The proposed multi-run strategy by criteria exploits differences in criteria power and
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difficulty when difficulty and power are a priori unknown. Therefore, we first estimated

them, and then select an optimal ordering of the criteria, so to be able to apply them one

by one (one run per criterion), each time taking into considerations only the papers not

excluded by the previous run.

The shortest-run algorithm defines an individual strategy for each paper to be labeled,

aimed at identifying the shortest path to decision. With each new coming vote, we update

our estimation of the parameters and identify for each paper the criteria for which a vote

takes us closer or past our exclusion threshold. We also can rank papers based on this

estimation, and identify the low hanging fruits.

The shortest-run algorithm has the potential to outperform a number of non-adaptive

approaches in terms of cost and accuracy for finite pool classification problems, and

especially for SLR. We also confirm initial findings that crowdsourcing is feasible for paper

screening in SLR. The work still has many limitations, especially that of improving the

estimation of accuracy of workers and extending the model to cover the case where workers’

accuracy is very “noisy”.



Chapter 4

Combining Crowd and Machines for

Multi-predicate Item Screening

A frequently occurring classification problem consists in identifying items that pass a set

of screening tests (filters). This is not only common in medical diagnosis but in many

other fields as well, from database querying - where we filter tuples based on predicates

[Parameswaran et al., 2014], to hotel search - where we filter places based on features

of interest [Lan et al., 2017], to systematic literature reviews (SLR) - where we screen

candidate papers based on a set of exclusion criteria to assess whether they are in scope

for the review [Wallace et al., 2017a]. The goal of this chapter, is to understand how,

given a set of trained classifiers whose accuracy may or may not be known for the problem

at hand (for a specific query predicate, hotel feature, or paper topic), we can combine

machine learning (ML) and human (H) classifiers to create a hybrid classifier that screens

items efficiently in terms of cost of querying the crowd, while ensuring an accuracy that is

acceptable for the given problem. We focus specifically on the common scenario of finite

pool problems, where the set of items to screen is limited and where therefore it may not

be cost-effective to collect sufficient data to train accurate classifiers for each specific case.

In this chapter, we will often take the example of SLRs mentioned above, which is rather

challenging in that each SLR is different and each filtering predicate (called exclusion

criterion in that context) could be unique to each SLR (e. g., ”exclude papers that do not

study adults 85+ years old”).

The area of crowd-only and of hybrid (ML+H) classification has received a lot of

attention in the literature. Research in crowdsourcing has identified how to best clas-

sify items given crowd votes [Liu and Wang, 2012; Dong et al., 2013; Whitehill et al.,

2009], including work that focuses specifically on the screening problem discussed here

[Parameswaran et al., 2014; Wallace et al., 2017a; Mortensen et al., 2016; Krivosheev
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et al., 2017; Lan et al., 2017]. Interesting ways to combine ML and H classifiers have also

been proposed, for example by building ML classifiers that can also include crowd votes

as features, whose purpose is not only that of providing better classification but also of

weighing the value (vs the cost) of obtaining additional crowd votes [Kamar et al., 2012].

Other hybrid approaches ask the crowd to extract interesting patterns to be then fed to

algorithms for classification, as opposed to relying on ML to do this [Cheng and Bernstein,

2015; Rodriguez et al., 2014].

The approach we propose leverages the information provided by each kind of classifier

(machine and human) to improve the effectiveness of the other kind so that they can be

stronger together. The algorithm is based on a probabilistic model that adapts to the

specific characteristics of each item, screening filter, workers’ accuracy, and ML classifier

available to identify what to ask next for each item (which filter to test) and if we should

stop polling the crowd for a given item, either because we reached a decision or because

we realize we cannot do so cheaply and confidently (that is, the problem of classifying

that item is too hard for the crowd-machine ensemble). The latter point is particularly

important: there may be items, filters, or classification problems in general where it is

questionable whether machines and/or the crowd can classify with acceptable accuracy. If

the algorithm can identify this subset of items and filters - or (item, filter) pairs - early

and avoid spending money on them, then we know we can confidently try a crowd or

hybrid approach as it will not waste money.

In essence, the approach - which we call hybrid shortest run (HSR) - works by considering

the output of machine classifiers as a prior to the class probability for each item. This

information is combined with an adaptive crowdsourcing algorithm that refines the class

probability by polling the crowd on the (item, filter) pair that makes it more likely to

reach a decision cheaply. In turn, classification information that is progressively obtained

as we poll the crowd can be used to re-assess the performance of ML classifiers as well as

create a model over the available classifiers for improved accuracy.

While many adaptive algorithms have been proposed (e. g., [Kamar et al., 2013; Dai

et al., 2013; Nushi et al., 2015]), to the best of our knowledge this work is the first to

discuss hybrid classification in screening contexts, which has unique requirements and

opportunities since, as we will see, the heart of the problem lies in identifying the filters

(e. g., the exclusion criteria in SLR) that i) are most selective (screen out a large proportion

of papers) and ii) that crowd or machines can classify accurately (can correctly determine

if the exclusion criterion applies to a paper). If we can do so, we can focus on getting

crowd votes for these filters first, leaving a smaller set of items for the filters the crowd

finds hard to classify correctly or that do not have high selectivity.

We believe this work is also the first to take a ”black box” approach to hybrid
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classification: since we tackle finite pool problems, we do not assume we can develop

an accurate, dedicated classifiers for each classification problem, although we may have

available (possibly weak) classifiers from similar problems - in our SLR example these

may be neural nets developed for other SLRs in the same or different fields or for other

exclusion criteria. Rather, we identify how to leverage classifiers we are given and for

which the accuracy for our task is unknown. We do this by a combination of (minimal)

testing to filter out very poor classifiers and by combining the remaining ones to set a

prior probability for whether a filter applies to an item. This helps us determine the

most promising (item, filter) pairs for which asking a vote to the crowd has the highest

probability of reaching a decision cheaply and confidently.

While it is not surprising that hybrid approaches have the potential to outperform

human- or machine-only methods, the contribution we provide here lies in showing how we

can cope with finite pools problems where potentially weak classifiers - and even classifiers

with unknown accuracy for the problem at hand - can be leveraged effectively, even in

contexts characterized by very demanding requirements in terms of accuracy (as is the case

for SLRs) and in the presence of difficult problems where also the crowd has low accuracy.

HSR always estimates the characteristics of the problem and the classifiers, and identifies

which are the items and filters for which it can draw accurate conclusions cheaply, leaving

the rest to expert classification.

We also study how the effect of incorporating classifiers (and ensembles of classifiers)

into a crowdsourcing algorithm varies based on the different characteristics of the problem

at hand (such as different selectivity of filters, accuracy of classifiers, correlation among

base classifiers, amount of data available for testing classifiers and for training ensembles)

and show why and under which conditions ensembles of classifiers do or do not provide

benefits over ”simply” using the best available classifier at hand.

4.1 Background

4.1.1 Crowd Classification in multi-predicate problems

The set of classification problems we address here is that of finite pool classification [Nguyen

et al., 2015a]: we work on a finite set of items, and the classification criteria may be

unique to the problem. SLRs are one case of such problems that has been thoroughly

investigated by many researchers in recent years [Mortensen et al., 2016; Krivosheev et al.,

2017; Nguyen et al., 2015b; Sun et al., 2016].

We borrow several concepts from this work and indeed we build over a slightly modified

version of their algorithm. However, crowdsourced classification algorithms for us are to a

large extent swappable components we leverage: we do not aim at improving crowd-only
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classification but rather to study how to efficiently combine ML and human classifiers, and

specifically how to do so in a manner that is robust to weak classifiers to avoid compromising

on accuracy and avoid spending money in classifications not likely to produce good results.

Multi-filter classification has been also widely studied in search and information retrieval

contexts. Indeed, an instance of such problem is that of selecting which predicates to

apply first when filtering tuples in a query. The seminal work in this area is by Hellerstein

and Stonebraker, discussing the problem of ranking predicates in query plans [Hellerstein

and Stonebraker, 1993].

More recently, [Franklin et al., 2011], [Park and Widom, 2013] and [Parameswaran et al.,

2012, 2014] focused on a similar problem but in the context of crowd-powered databases,

while [Avnur and Hellerstein, 2000], [Babu et al., 2004], [Lan et al., 2017] presented adaptive

extensions that tune the algorithm as the query progresses (see [Deshpande et al., 2007]

for a review). We differ in many ways with respect to the prior art in this area. First,

again, we aim at combining ML classifiers with crowd. Furthermore, we follow an approach

that makes initial estimates on the characteristics of the classification problem and then

continuously revise the estimates, both in general and for each item to be classified, to

identify an item and filter specific strategy to reduce errors and cost. Importantly, we

identify the items on which we should give up trying, since it is more efficient to leave

them for experts to screen.

Other prior work also addresses the issue of optimizations in terms of costs for obtaining

labels and techniques to reduce cheating [Smyth et al., 1995; Karger et al., 2011a; Hirth

et al., 2013; Eickhoff and de Vries, 2013; Hirth et al., 2011]. For example, Hirth and

colleagues [Hirth et al., 2013] recommend specific cheating detection and task validation

algorithms based on the cost structure of the task. In this chapter, we do not optimize

cheating detection or even task design to a large extent, in that those are orthogonal

aspects with respect to the methods and optimizations discussed here.

4.1.2 Hybrid Crowd-Machine Classification

Just like crowd classifiers, ML classifiers are also ingredients of a solution we borrow from

the state of the art. In the context of our problem the interesting issues are how to combine

ML and humans, how to ensemble available classifiers, and how to balance the request

cost of (crowd or expert) votes with the need of training and testing ML models.

Hybrid classification is an increasingly active area of research (see [Vaughan, 2017]

for a recent survey). Many researchers study the problem in the context of clustering or

entity resolution ([Wang et al., 2012; Vesdapunt et al., 2014; Vinayak and Hassibi, 2016;

Gomes et al., 2011]). In general, many of these techniques operate by first classifying items
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automatically when ML classifiers are highly confident, and by then leveraging ML to shape

the kind of task proposed to the crowd (e. g., identifying potential clusters or matching

items to propose to the crowd [Vesdapunt et al., 2014; Vinayak and Hassibi, 2016]).

Another class of hybrid approaches, also extremely popular in industrial applications, are

those where ML makes a proposal or a pre-filtering and humans confirm or refine. This

happens in many fields, recently even in fashion 1.

[Kamar et al., 2012] propose instead a promising approach where crowd features (votes,

as well as potentially other aspects of the crowdsourcing process such as task completion

times) and task features are combined into a broader set of features to be used to learn a

model. Researchers also explored using the crowd to extract features and patterns to then

be leveraged by classifiers [Cheng and Bernstein, 2015; Rodriguez et al., 2014].

While very interesting, these results are complementary to the work discussed here

as we do not aim at developing a good base classifier but at leveraging effectively a set

of arbitrarily weak classifiers we are given for the problem at hand. Perhaps the most

closely related prior art is the work by [Nguyen et al., 2015a], who adopt a clever mix of

crowd+expert+machine learning with an active learning classifier, where papers to be

labeled are iteratively chosen to minimize overall cost and loss, by comparing estimated

loss of crowd classification versus expert classification. Our problem and approach differs,

however, in that we focus on exploiting existing classifiers and in doing so for optimally

selecting the (item, filter) pair to poll the crowd on. It is indeed in the optimization of

which question to ask the crowd that lies the essence of the approach we propose.

4.2 Model, Assumptions and Problem Statement

We next define the problem we aim at solving and the model, which captures a few broad

assumptions we make.

Specifically, we assume to have in input a set (I, F, C, L) where I is the set of items

to classify (in our SLR example, these are papers to screen), F denotes the filters (paper

exclusion criteria), C represents the set of ML or H classifiers, and L = k ∗ FE + FI is a

loss function, modeled as a linear combination of false exclusions FE and false inclusions

FI, which may carry a different relative weight k. The reason for the weight k is that in

many contexts the two kinds of errors have very different implications. This is for example

the case when screening is performed to reduce the number of cases to be brought to

human attention, such as potential credit card fraud, tweets/posts potentially linked to

criminal activities, or SLRs: screening out an item is often more “costly” than erroneously

bringing the item to human attention.

1https://multithreaded.stitchfix.com/blog/2016/03/29/hcomp1/
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The (possibly empty) set of given ML classifiers is assumed to be trained to receive an

(item, filter) pair and output whether the filter applies to the item (e. g., receive a paper

and an exclusion criterion and assess if the criterion applies to the paper). As mentioned,

we do not discuss how to obtain classifiers (some examples are provided in the experiments

section), as this is the subject of ample literature and it anyways depends on the problem

domain. We do not necessarily assume that the classifiers are trained or even tested in the

specific problem at hand (that is, for the specific filters and items under consideration),

and therefore in general we do not even know their accuracy.

For human classifiers, we assume we have a set of generic workers of different and

initially unknown accuracy and a set of high-accuracy but expensive experts.

Each classifier c = {cost, a(f), ρ(f, C)} ∈ C is associated with the cost of asking one

vote on an (item, filter) pair, with a filter-specific estimated accuracy (a 2x2 confusion

matrix capturing probability of correct decisions for positive and negative labels), and with

its error correlation ρ with other classifiers. The error correlation among two classifiers is

the probability that both make an error given that one of them makes an error.

Because we have no knowledge on the classifiers’ accuracy, we conservatively model

it as a uniform Beta(1, 1) distribution for both positively and negatively labeled items

(which means we do not even assume classifiers are better than random). If we do have

additional information, this can be incorporated in the Beta.

Consistently with crowdsourcing literature, we also assume that crowd workers opinions

are independent (that is, they make independent errors, given an item, filter and true

label).

Each filter f is characterized by difficulty df and power θf . Difficulty reflects how

easy it is for crowd workers to classify items correctly on that filter. Following Whitehill

[Whitehill et al., 2009], we model difficulty as a real number df ∈ [0,+∞) that, given an

expected accuracy αw of a worker w, skews the accuracy as follows:

αf,w = 0.5 + (αw − 0.5) · e−df (4.1)

As the difficulty df grows, αf,w goes to 0.5, corresponding to random selection, which we

consider to be the lowest accuracy level. The power θf is simply the proportion of items

to which filter f applies. Notice, in this chapter, we do not assume that power affects

difficulty and we also do not assume different accuracies based on the true label of the

items. Both difficulty and power are unknown and we assume no prior knowledge on them.

Given this model and assumptions, our goal is to identify an algorithm that can

efficiently (in terms of cost) query the classifiers available and aggregate results while

achieving the quality goals, stated in terms of loss as well as of the classical precision and

recall measures.
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4.3 Baseline Algorithms

We next describe baseline crowd and machine classification algorithms on which we base the

construction of the hybrid approach. The crowd-based one is shortest run (SR) [Krivosheev

et al., 2018b], a recently developed algorithm that has been shown to perform well for

multi-filter screening. We summarize SR here to make the chapter self-contained. There

are other reasons why SR is particularly suited for the hybrid approach we propose, and

we get back to this in the following.

4.3.1 Recap of Shortest Run

The Short Adaptive Multi-Run algorithm (Shortest run, SR for short) identifies and

continuously updates an individual strategy for each item to be screened by identifying

the shortest path to decision. In a nutshell, the idea borrows concepts from Partially

Observable Markov Decision Processes (similarly to [Kamar et al., 2013; Dai et al., 2013]),

by assessing based on the current state (that is, the knowledge accumulated thus far at

the global level - power and difficulty for each filter - and at the local level - the votes on

each specific item) which are the (item, filter) pairs to submit to the crowd for testing

because they would be more likely to quickly (cheaply) lead to an accurate decision. SR

may also decide to quit trying the crowd classification approach on an item if it believes

that it would be too expensive to reach an accurate decision.

SR proceeds by performing what authors call a baseline run where a small set of

items (usually 50) is screened with the standard approach of asking for labels on all filters

(typically, 5 labels per item and filter) and classifying using a variant of Expectation

Maximization. The result of the run is information on the power θf and difficulty df (and,

correspondingly, workers’ accuracy αf ) for each filter.

This information is used to obtain a prior estimate on the probability that the next

vote for each (item i , filter f) will be a vote to screen out the item (that is, a vote that the

filter applies to the item). We get an out vote if the item is out (with probability θf ) and

the worker answers correctly, or if the item is in (with probability 1− θf and the worker

answers incorrectly:

P (vi,f = OUT ) = αf · θf + (1− αf )(1− θf ) (4.2)

In addition, by applying Bayes, we know the probability of a filter f screening (i. e.,

P (i ∈ OUTf)) or not screening (P (i ∈ INf)) an item i, once we obtain a label for the

(i, f) pair.
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P (i ∈ INf |vi,f ) =
P (vi,f |i ∈ INf ) ∗ (1− θf )

P (vi,f )
(4.3)

Because an item is screened out if at least one filter applies, then:

P (i ∈ OUT ) = 1−
∏
f∈F

P (i ∈ INf ) (4.4)

An item is classified as out if P (i ∈ OUT ) is greater than a threshold Pout. These

formulas allow SR to estimate both what the next vote can be for a pair (i, f) and the

impact each vote has on P (i ∈ OUT ). These estimates are updated as votes come in,

where in Formula 4.3 the class probability, initially derived only from filter power and

therefore equal for all unclassified items, is updated based on the votes obtained thus far

for that item.

The above formulas can be easily extended to compute the probability that the next n

votes for an (i, f) pair will be in or out votes. SR can in particular estimate the minimal

number of votes Nmin
i,f in one direction (in or out) it needs to reach a decision, and the

probability Pmin
i,f of getting such votes. As Nmin

i,f grows and its probability shrinks, SR

may decide that crowd classification cannot be done efficiently, and quits trying (the

stopping criteria are based on threshold which can be set as discussed in [Krivosheev et al.,

2018b]). Intuitively, items that are left unclassified are essentially not filtered out, so they

contribute to a higher loss, which has to be weighted against the price one would incur by

insisting with the crowd. This in general is part of the same trade-off of how much users

are willing to spend for unit of loss.

4.4 Hybrid SR algorithm

While there is ample literature on how to generate a “good” ensemble of classifiers [Rokach,

2010; Dietterich, 2000], the prior art on the general problem of combining an existing set

of ML classifiers C = {c} is relatively less abundant [Džeroski and Ženko, 2004]. We base

the hybrid machine-crowd classification strategy on modifying SR. In the following, we

first motivate why we start from SR and then introduce hybrid shortest run (HSR) by

presenting, at each step, first the intuition and then the formalization.

The reason for starting from SR is that i) it was designed for multi-filter screening

and has shown to perform better than baseline algorithms for crowd multi-predicate

classification, ii) it has per item per filter probabilistic model that can leverage prior

knowledge on items and filters, and ML classifiers can provide such knowledge, and iii)

the algorithm can adapt to work with different test items T of different sizes. This is
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Algorithm 3: Hybrid SR Algorithm

Input: I, C, F , T , Pout, Pin, Budget

Output:CI = {CIin, CIout} #classified items

(1) CLF ← Select classifiers based on T tests

(2) Cmeta ← Ensemble CLF

(3) Prior , θ̂0 ← run ensemble on I

(4) CI ← {}, UI ← I,k ← 0

(5) V otes0, α̂0 ← Baseline run

(6) #SRuns iterations

(7) while UI 6= ∅ and Budget 6= ∅
(8) k ← k + 1

(9) foreach i ∈ UI
(10) f(i)← assign filter on i — Prior, Votes

(11) do check stop condition on i — Prior, Votes

(12) Ik ← items with highest prob of classification

(13) foreach i ∈ Ik

(14) vki,f ← collect a crowd vote on f(i)

(15) V otes← V otes ∪ {vki,f}
(16) if P (i ∈ IN |V oteski ,Prior) > Pin

(17) CIin ← CIin ∪ {i}
(18) UI ← UI − {i}
(19) if P (i ∈ OUT |V oteski ,Prior) > Pout

(20) CIout ← CIout ∪ {i}
(21) UI ← UI − {i}
(22) θ̂k ← update power

(23)CIdifficult items ← label UI as ”IN items”

(24)return CI,CIdifficult items

important, as test items can help us filter out ML classifiers with an expected accuracy

lower than a threshold a (to be tuned as discussed later), and the more extensive set of

crowd-classified items from the baseline can be used to a) assess independence among ML

classifiers (which is necessary if we want to pool votes from ML classifiers with simple

algorithms such as majority voting or Naive Bayes), and b) build an ensemble model out

of the ML classifiers where the output of each ML classifier is a feature. This is similar to
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stacking [Džeroski and Ženko, 2004] although we do not apply it over the training data

used to build the individual classifiers (which we do not assume to have), but rather on

the labels as estimated by the hybrid classification.

The Hybrid SR pseudo code is presented by Algorithm 3. The first step consists

in filtering out classifiers that do not perform well for the case at hand. Specifically,

we want to retain a classifier if we are confident it has an accuracy that is better than

random. In principle, every contribution that is better than random helps, especially if it

is independent from the other classifiers and if we weigh the vote by the classifier accuracy.

As commonly done in crowdsourcing, we assume we have access to a high accuracy test

dataset T (obtained at a cost CT = ec ∗ |T |, that increases linearly by a factor ec with the

number of test examples, where ec represents the cost for an ideal, expert screening). We

then assign a prior probability distribution to each ML classifier and for each filter (ML

classifiers may perform differently for different filters), reflecting our belief of how well

the classifier performs on the problem at hand. As mentioned, in absence of additional

information, we assume a Beta(1, 1) uniform prior for a given filter. Other choices of

prior are possible, assuming more likely that classifiers will have an accuracy above 0.5

and that accuracies close to 0 or 1 are very unlikely (for example, a Beta (3, 2) has such

characteristics). If we have a non negligible number of test cases the impact of this choice

on the performance of the algorithm is relatively small. In the following for simplicity we

assume a Beta (1, 1) prior for all filters.

ML classifiers are tested with the gold dataset T (line 1), resulting in posterior

probability Beta(1+correct answers, 1+failed answers) which has a known distribution.

We can, in particular, retain classifiers whose probability of being better than random

is greater than a selection threshold sc, and this can be easily computed from the Beta

distribution. Then we build an ensemble of ML classifiers and run it on a whole unclassified

pool of items UI (lines 2, 3).

Consistently with SR, we then perform a baseline run on B items (on all filters), both

to estimate crowd accuracy on each filters and to get data for the next step (line 5).

This information is used to inform a prior pmci,f for each item and filter in Equation 4.3.

In other words, while SR takes as prior for each filter f the proportion 1 − θf of items

classified as “in” for f and computes an overall prior, here we use the baseline ensemble

output for each prior pmci,f , where the class probability is the confidence that the filter

applies. Equation 4.3 therefore becomes

P (i ∈ INf |vi,f ) =
P (vi,f |i ∈ INf ) ∗ (1− pmci,f )

P (vi,f )
(4.5)

Notice that the prior has three effects: 1) it concurs to determine the classification
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probability; 2) it also affects which (item, filter) pairs we pick next for obtaining the crowd

vote, since Equation 4.3 also affects Nmin
i,f ; 3) it has an impact on the stop condition (line

11), i. e., whether to stop to iterate over an item due to its classification difficulty or to

continue. Once the (i, f) pairs to query next have determined, HSR proceeds to obtain

the vote and iterates as per the SR algorithm (line 14).

We now present a series of experiments that, besides assessing the validity of HSR,

help us understand its robustness as parameters of the problem and of the algorithm

change. Besides comparing it with crowd-only classification, we also compare with ML-only

classification. For this baseline comparison we leverage a Naive Bayes classifier, where

machines are considered to be independent and where their votes are weighted by the

estimated classifiers accuracy Ac = {ac} (by means of tests T ). The ensemble is therefore

defined as follows:

Class(l ∈ {0, 1}) ∝
∏
c∈C

aδ(l,lc)
c · (1− ac)1−δ(l,lc)

(4.6)

where δ(l, lc) =

1 l = lc

0 l 6= lc
is the Kronecker delta function2, and lc is a label from a

classifier c.

4.5 Analysis and Experiments

4.5.1 Metrics and Baseline experiment

The approach to analysis is based on both simulations and crowdsourcing experiments.

The simulations are interesting because they allow us to understand the behavior of the

approach under very different conditions, and assess the impact of the variation of each

parameter, be it a parameter that describes the nature of the problem (such as the filters’

power and difficulty) or a parameter of the algorithm, such as the classification threshold

Pout.

The crowdsourcing experiments allow us to get actual values of parameters for real

scenarios and assess validity of results in that context - besides understanding a set of

nuances important in the setup of crowdsourcing tasks. We also leverage the data to build

classifiers using commonly available techniques and use their accuracies to get a feel for

the kind of accuracy we can achieve for the problem at hand.

Metrics. In the experiments there are three metrics we want to assess:

2https://en.wikipedia.org/wiki/Kronecker delta
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1. The loss, computed as defined earlier, that quantifies our error weighted by how

“severe” false exclusions are considered (we can similarly use Fβ for this, though we

choose loss in line with previous literature and also as it is more intuitive).

2. The recall, which is as usual defined as true inclusions / (true inclusions + false

exclusions)

3. The relative cost of crowdsourcing, defined as the price ratio of the cost of crowd

classification versus expert classification.

(a) (b) (c)

(d) (e) (f)

Figure 4.1: Analysis of the hybrid algorithm as key parameters vary. Settings and description

are provided in the text. Crowd-Ensemble refers to the SR algorithm, while Hybrid-ensemble is

HSR.

The rationale for using price ratio as a metric when comparing algorithms is as follows:

we consider that the price of crowdsourcing is not just represented by the total number

CV of crowd votes asked: In fact, for each false inclusion FI (for each item the crowd fails

to screen out) we need to incur in the expert screening cost, as we are leaving the item on
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the expert’s desk. If we fail to account for this cost we overestimate the performance of

the algorithm (incidentally, this is true for SR as well, although this is not discussed in

the original paper and price ratio is not used there as a metric). We therefore compute

the crowd cost as CC = CV + FI ∗ ec3 and compare it with what the total expert cost

EC = |I| · ec (recall that I denotes the set of items to be classified) would be if experts did

all the classification. The price ratio is then CC/EC. Notice that considering price ratio

and loss also incorporates precision: lack of precision (false inclusions) means higher loss

and higher classification cost (higher price ratio). For this reason we do not plot precision

in the following.

To describe the results, we first describe the baseline parameter settings for the

experiments, and then show how results changes as we vary each parameter.

Baseline experiment. The baseline experiment settings consists of a problem where

we screen items via 4 filters, and where 30% of the items survive the screening - if we

classify them correctly. We simulate 10 ML classifiers with accuracy randomly selected

from a 0.5-0.95 range and on which the algorithm assumes no prior knowledge. We screen

them with T=50 tests, work the math with the Beta distribution as described earlier,

and keep the classifiers with 0.95 probability of having an accuracy greater than 0.5. The

classification threshold Pout is set at 0.99, the loss ratio k in the loss function is set to 10,

and the expert classification cost ec is set to 20 times the crowd label cost. This latter

value is estimated from [Mortensen et al., 2016] for the case of SLRs. Notice that expert

screening cost is per item, while the unit label cost is per label on an (item, filter) pair. We

stress again that users only have to set parameters corresponding to their requirements in

terms of loss function, and the algorithm works out the rest, including the expected price

ratios and recalls corresponding to given thresholds Pout.

In Figure 4.1a we compare the results of applying machine only (ensembled with Naive

Bayes), crowd (with SR), and HSR to simulations of classifications for 1000 items. The

charts plot the mean loss by price ratio per item, obtained by averaging the results of 50

iterations. Vertical bars denote standard deviation. The different dots of the machines and

hybrid curves denote different values for error correlation among machines, simulated at 0,

0.2, 0.3, 0.5, 0.7, 0.9. As we can see (Figure 4.1a), for a similar loss level, hybrid algorithms

significantly outperform the crowd in terms of both price ratio and loss. Not surprisingly,

price ratio and loss worsen as error correlation increases, as ML classifiers tend to agree

when they make mistakes. However, even at high correlations we maintain performances

that are superior to those of crowd-only. As we do not consider crowd correlation, for the

3There are cases where the “expert cost” cannot be easily computed as the cost of expert labor: for example,

a quasi-exact medical screening test may present practical challenges and even risks. In these cases, either domain

experts can map these considerations into an “expert cost” metric, or the analysis needs to focus on precision, not

price ratio.



Analysis and Experiments 57

crowd we just have a point in the chart. ML-only classification is competitive only with

independent and accurate classifiers, and their performance quickly deteriorates even at

small level of error correlation, as we do not assume we have strong classifiers. In the case

of SLRs, with expert accuracy in the 95-98% range [Krivosheev et al., 2018b; Mortensen

et al., 2016] and assuming that the items that survive the screening are in the 10-30%

range, the loss lies within 0.04 and 0.18 (with the settings of the experiment being closer

to the 0.18 mark, slightly better than the result of HSR but a much higher cost).

Similarly, Figure 4.1b shows the recall vs the price ratio. Recall is independent of the

loss parameter k and gives us a direct indication of our capacity to identify the items that

pass the filters for a given monetary investment. Notice that we disregard here the cost of

obtaining the base classifiers, which, if they are built from scratch for this specific SLR,

needs to be factored in when estimating price and assessing the best strategy. On the

other hand, if built for the specific problem they are also likely to have higher accuracy.

We do not discuss this further as again building the base classifier is orthogonal to our

goal here. ndependent classifiers, (which we do not consider realistic), and deteriorates

even at low correlations. We also observe that recall is high ”by design” in that we fix the

threshold Pout for considering an item as screened.

4.5.2 Effect of changes to the parameters

We now explore how results changes as we change either parameters that describe the

nature of the problem (e. g., filter power, crowd accuracy, or loss and expert cost ratios)

and the behavior of the algorithm (e. g., decisions on how many test data to obtain, or

thresholds to set). Here we focus on a few interesting variations, and refer the reader to

our GitHub repository4 for additional details, data and source code. Notice that HSR

is adaptive, that is, it estimates the parameters of the problem and changes its behavior

accordingly. For this reason, we expect the recall to remain high, while price ratio may

change.

Fig 4.1c plots how the price ratio improves with the expert cost ec. Recall (not plotted

here) is essentially constant. For example, for a 0.5 correlation, it stays in the .96-.97

range for all ec. The lines flatten for high ec and asymptotically reach the minimal price

ratio, which is the proportion of false inclusions.

Figures 4.1d and 4.1e show instead how recall and price ratio change with the proportion

of items that should pass the screening (positive items). Specifically, in the chart we show

the behavior when the power of one of the four filters grows. The figures show that the

performances worsen in high power situations. This is because high powers mean a prior

P (i ∈ OUT ) that is very close to the Pout threshold, and as such it is more sensitive to

4https://github.com/Evgeneus/crowd-machine-collaboration-for-item-screening
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errors from the crowd in the first few votes. This is not a problem of HSR per se but is

inherited from SR. To correct it, it is sufficient to ”tone down” the prior when the power

estimate is too high. Indeed, we observed experimentally that this can be achieved by

structurally underestimating power by approximately 20% of its value.

Finally, Figure 4.1f shows how recall varies in the presence of one criteria that heavily

differs from the other in terms of difficulty (accuracy) and power (selectivity of filters).

As expected, recall remains constant because the algorithm adapts to the characteristics

of the problem. Price ratio worsens as we go from an easy and powerful criteria to the

most difficult case of low power, low accuracy filter where we have many incorrect votes,

and even correct ones do not help us much because the screening power of this filter is

low, which means we anyways need to query the other filters. HSR results are robust

to variations in the number of tests and in the confidence thresholds for keeping a ML

classifier (not shown). Assuming a set of classifiers in the 0.3-0.7 range instead of 0.5-0.95

cuts approximately in half the gain with respect to SR.

4.5.3 Experimental data and Experiment design

We experimented both by using existing datasets and by running crowdsourcing experi-

ments.

We first took an existing SLR dataset by Wallace and colleagues [Mortensen et al.,

2016]. This includes over 20000 crowd votes over 4000 papers, with four filters. We also run

a set of experiments on Amazon Mechanical Turk and Figure Eight, with different designs,

but specifically borrowing the design from Chapter 3 (Figure 3.3) for a fair comparison,

and eventually built our own platform on top of Amazon Mechanical Turk for increased

flexibility and for being able to plug in the adaptive algorithms into the task assignment

logic. Specifically, the basic design included classifications of 100 papers for an SLR in the

social informatics field, with three filters of different difficulty (one of them very difficult,

with a worker accuracy barely above 0.5). The filters were: ”does the paper describe a

study on 65+ older adults”, ”does the paper describe a study that uses technology”, and

”does the paper describe an intervention type study” (the difficult one). Workers with

historical overall Amazon Mechanical Turk accuracy over 70% were invited to participate.

A worker would see a description of one criterion, along with a positive and a negative

example. They would then proceed to labeling papers based on that criterion. The choice

of a per-filter approach (asking for labels on many items for one filter) as opposed to

per-item, is because it takes time to properly explain and understand a criterion (for

example, explaining what an intervention is may be tricky and requires the worker to

go through positive and negative examples carefully). We screen workers with two test

questions and consider the labels from the remaining workers. After initial experiments
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(a) (b)

(c) (d)

Figure 4.2: Experimental results for basic and stacking models. (a): recall for SR (black), basic

HSR (blue) and HSR where classifiers are combined with regression (yellow) as the size of the

training set used for the regression model varies; (b) and (c): recall vs price ratio for different

distribution of classifiers accuracies; (d) results based on parameters obtained from Amazon

Mechanical Turk experiments. The dots in figs b, c, d present the correlation level of machine

classifiers. Corr is [0, 0.2, 0.3, 0.5, 0.7, 0.9] from left to right.

to estimate the time taken by workers, we tuned parameters to arrive at a pay rate of

10USD/hour. We obtained 10 labels for each item and filter for a total of 3000 crowd

votes from 147 workers.

We then built classifiers for each filter using a variety of techniques (from KNN to

random forest, variations of naive Bayes and logistic regression and others, with different

kinds of document representations) and different sizes of training data to get realistic

information on classifier accuracies and correlations. We obtained classifier accuracies in
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the 0.5-0.8 range, correlations in the 0.2-0.9 range, and crowd accuracy in the 0.55-0.8

range. In this case, classifiers were obtained by training on the same SLR data using 20%

of the data, where the training set is obtained via crowdsourcing, so the savings for the

experiment refers to the remaining portion of the items to be screened.

We then use these parameters obtained from experiments to fuel various experiments

and repetition. We show the representative result in Figure 4.2d where the blue line

represent HSR. We ran experiments with different combinations of base classifiers, having

different correlations among them as usual represented by dots in the line. Notice that the

standard deviation is very high in proportion to the scale of the chart, though we can see

the impact of the hybrid approach. Higher correlations (moving from top to bottom) lead

to slightly lower recall. Incidentally, we also report that, consistently with expectations,

errors made by HSR and by us (the experts, in this case) were about the same: half

the time we disagreed with the crowd, either the crowd was right or the decision was

questionable.

4.5.4 Stacking classifiers

In the experiments above we naively included ML classifiers regardless of their error

correlation. However, if two or more classifiers predict the same class (and especially if

they make the same errors) then it does not help to pool their predictions - worse than that,

when they make mistakes they make so by consensus thereby increasing our confidence in

the incorrect prediction. There are essentially two approaches to deal with this: the first is

to filter out highly correlated classifiers. If we denote with cjerr the event corresponding to

classifier cj making an error, then we look to exclude classifiers where P (cjerr|ckerr) is high,

and particularly above 0.5, otherwise we reinforce the error of ck. This can be done again

in the test phase similarly to what we do for estimating accuracy, for example again by

assigning a Beta prior to this conditional probability. However, since errors might be rare,

estimating error correlation requires more data points. If the initial (expert-provided) gold

dataset is small, then we can proceed with HSR to get data points, initially with one or

few ML classifiers, and then add more as we are confident of their low correlation.

However, we can also stack the ML classifiers by learning a model, and let this model

filter or downweight correlated classifiers. Figure 4.2(a-c) show the performance of a

logistic regression model built over the base ML classifiers and leveraged in HSR, compared

with base HSR as from the previous section (blue) and with crowd-only ensemble (SR).

The plot assumes 5 ML classifiers with accuracies as before, and a varying size of training

dataset. In theory, the regression naturally copes with correlation and in the presence of a

sufficiently large training set, it identifies how to effectively combine classifiers. As above,

the training set can be progressively obtained via SR, and we can use base classifiers to
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(a) (b)

Figure 4.3: Comparison of NB and regression ensembles when used as prior (left) and to classify

items directly (right). The dots in charts represent different accuracy range of machine classifiers

([0.65, 0.75], [0.75, 0.85], [0.85, 0.95]), increasing from right to left. Ensembles have been trained

over a dataset of 500 items.

identify a dataset that has higher possibility to be balanced, to get a better training set.

The charts show that in practice stacking with regression offers no improvement with

respect to the naive aggregation of classifiers, and improvements are also limited with

respect to taking the single best classifier in the set as opposed to an ensemble (but notice

that SR takes us already to 0.95 recall, so improving from that is challenging).

We found this result surprising, although consistent with the findings briefly mentioned

by [Džeroski and Ženko, 2004], where however the problem is not discussed besides the

mentioning of this observation. To get clarity on this matter we investigated it further.

Specifically, besides experimenting with classifiers of varying accuracies and correlation,

we engaged to understand if the lack of effect is due to the specific way we use the output

of classifiers - that is, to set prior probabilities (which in turn determine how to query the

crowd for that item based on the HSR algorithm) as opposed to directly take a classification

decision.

The results are shown in Figure 4.3. Figures a and b respectively show the performance

of the ensembles when used as prior (Figure 4.3a) and when used directly to take final

classification decisions, without resorting to the crowd (Figure 4.3b). The different dots

denote accuracy of the base classifiers, with recall and price ratio improving with accuracy

as expected (with one interesting exception discussed later). The two figures are shown in

the same scale to facilitate comparison. We adopt the price ratio metric also for Figure
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4.3b since classification errors mean that we incorrectly leave items for experts to classify,

and this incurs in an unnecessary cost with respect to classifiers with perfect precision.

Figure 4.3b shows that when we use the ensemble to make predictions, in low correlation

conditions both Naive Bayes (NB) and regression ensembles are superior to the single best

classifier especially in conditions of higher accuracy of the base classifiers (the difference

in recall is small and within a standard deviation, while the benefit in terms of price

ratio is high). With high correlation, regression ensemble and best classifiers offer similar

performances, while NB drops significantly in recall, our main target metric. This is not

surprising since in conditions of high correlation, ensembles with NB essentially reinforce

the errors. Indeed, as accuracy of base classifiers increases so does our confidence in their

vote (and in the ensemble). Specifically, often this confidence will exceed our confidence

threshold Pout for classifying items as out directly, which explains the drop in recall for

the NB ensemble as accuracy increases. In conditions of lower accuracy we take NB

ensemble’s predictions more cautiously, which explains the better recall (at the expense of

price ratio). The benefit of regression however only manifests themselves once we have

sufficient training data - in our experiments we started to observe a difference starting

from training sets of 400 items.

When we leverage ensembles as prior (Figure 4.3a) as per HSR algorithm, these

differences smooth out considerably and the points in the charts become closer. In HSR

we never classify based on machines only, as we ask at least one vote from the crowd,

which helps avoid such drops in recall. Ensembles improve over crowd-only approaches

as discussed, even with weak classifiers, but because taking classifiers’ results as prior is

conservative and because classification threshold are high, recall errors from classifiers

have a chance to be corrected by the crowd.

4.5.5 Conclusion

The main result of this chapter is a method for multi-filter classification that combines

ML and human classifiers to achieve high level of classification accuracy for unit of cost.

We believe the main benefit lies in the ability of the algorithm to be robust to both the

characteristics of the problem (such as filters that are hard for the crowd to classify)

and to weak ML classifiers. In both cases, the algorithm works out to leverage the filter,

items, and ML classifiers (over specific filters and items) and builds models of classifiers to

make the most of what can be screened automatically or with the crowd, leaving the rest

for other classification methods (such as expert classification) without compromising on

quality. Furthermore, the experimental results also helps us understand, in case we do

have to build classifiers because we cannot transfer them from similar learning problems,

what is the accuracy we should look for to get a benefit from hybrid classification. While
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we focused on hybrid algorithms we also uncovered improvements to multi-filter crowd

classification algorithms such as the opportunity to smooth the prior in high-power filter

scenarios.

Although the evaluation has focused on SLR we see the approach as applicable to many

multi-filter screening problems. In addition, we see active learning for ensembles in finite

pool contexts such as the one described here as an interesting research problem, which is

complicated by the likely presence of highly imbalanced datasets and by needs that are

often conflicting, that of leveraging the crowd efficiently to screen items out but to also

get training data classified as in. Another interesting thread of analysis is to see if crowd

workers can, besides labeling (item, filter) pairs, actually identify features that machines

can then leverage for the problem at hand.

Finally, an interesting problem is the extent to which learning can be transfered

across finite pool problems of the same kind (e. g., different SLRs), especially in terms

of identifying general approaches and methodologies that can be adopted in different

domains.



Chapter 5

Balancing Learning vs. Exploitation

Trade-off in Active Hybrid

Classification

In this chapter, we focus on screening problems where we look for items satisfying a

conjunction p1 ∧ p2 ∧ . . . pn of predicates within a finite pool of candidate items. Screening

problems occur frequently in practice [Mortensen et al., 2016; Krivosheev et al., 2018b;

Franklin et al., 2011; Lan et al., 2017]. For example, we may want to look for kids-friendly

hotels close to subway stations given a pool of hotel descriptions, or for scientific papers

that measure happiness in older adults given a set of candidate papers obtained via

keyword search.

Arguably, no currently available search engine is able to answer such queries with

generally applicable approaches (e. g. keyword search). Unless a specific screening logic

based on domain-specific knowledge can be implemented, there are essentially two ways

to screen items of interest: i) train and exploit machine learning (ML) algorithms or ii)

resort to human classification (via experts or by crowdsourcing).

Research in crowdsourcing has made impressive progress in the last few years, and

the crowd has been shown to perform well even in difficult tasks [Callaghan et al., 2018;

Ranard et al., 2014]. However, crowdsourcing remains expensive, especially when aiming

at high levels of accuracy, which often implies collecting more votes per item to make

classification more robust to workers’ errors.

ML algorithms have also been rapidly improving. However, in many cases they cannot

yet deliver the required levels of precision and recall, typically due to a combination of

difficulty of the problem and (lack of) availability of a sufficiently large dataset. Consider

for example the problem of screening scientific literature: ML works very well for retrieving
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papers that describe randomized controlled trials (RCT) [Wallace et al., 2017b], also

thanks to the availability of very large training datasets. Instead, when looking for papers

measuring happiness among older adults, ML approaches are challenged both by the lack of

training data and by the intrinsic difficulty of the problem: papers may not even mention

the term happiness but only related constructs, or again happiness may be discussed but

not measured.

Hybrid classifiers (HCs) are rapidly emerging as a way for ML and crowds to join

forces to improve accuracy and reduce costs beyond the traditional process of labeling

data, training a model, and then using a model to classify items automatically (see e. g.

[Imran et al., 2016, 2014]). The underlying idea is that ML algorithms, even when weak

for the problem at hand, can still be exploited. For instance, they can be used to reduce

the workload of the crowd by labeling items for which they have high confidence, or they

can contribute to the classification decision (e. g., by casting a vote, just like crowd workers

do) [Vaughan, 2017; Kamar et al., 2012]. For example, in medical diagnosis, crowd and

machine have been shown to be able to jointly screen and select cases to be brought to

the attention of medical doctors [Callaghan et al., 2018] with impressive accuracy.

In this chapter, we are specifically interested in cases where no pre-existing trained

ML model is available. Under such circumstances, active learning (AL) techniques can be

leveraged to optimize the cost/quality trade-off in the learning process. However, at some

point through the AL process we can decide to stop collecting training data (in a way,

stop learning) and use the remaining budget to exploit the learned model by applying

hybrid classification (or simple ML classification if the model accuracy is sufficient).

As we will show later, learning and exploitation strategies are often at odds. In other

words, the active learning policy and the active crowd classification policy (selecting

remaining items in the pool with the goal of classifying them efficiently) may prioritize

different items. In the following we refer to the balancing of active learning and active

classification in finite pool contexts as active hybrid classification (AHC). What makes the

problem interesting is that when we approach a new task, in general we do not know how

well ML or crowd can perform and what is the learning curve of the given ML classifiers.

The available budget and pool size (which are instead typically known) also come into

play when deciding an AHC policy.

Problem Formulation. Given a crowdsourcing task, a set of ML algorithms (which we

assume to be initially untrained, for a specific classification problem) with their active

learning policy, and a crowd classification algorithm with its active classification policy,

our goal is to identify how to balance the learning versus exploitation trade-off to improve

the overall classification cost and quality.

Original Contribution. In this chapter, we contribute a formulation for the general
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problem of active hybrid classification. We propose a generic approach for AHC (inde-

pendent of the specific ML or HC algorithm adopted) and show that striking the right

balance between learning and exploitation can have a significant impact on classification

cost and quality. We then propose and discuss several budget allocation heuristics that can

be adopted to efficiently balance learning and exploitation. Such heuristics are assessed

via a set of experiments on datasets with diverse characteristics to establish their validity

(or lack thereof) in different contexts, and ultimately derive some rules of thumb of wide

applicability.

5.1 Background

5.1.1 Active Learning

Active Learning (AL) studies how to select items to improve the learning rate of ML

classifiers with respect to random selection [Aggarwal et al., 2014]. One of the most popular

active learning strategies, dating back to the 1990s, is uncertainty sampling [Lewis and

Gale, 1994], where manual labeling is sought first on items for which the classifier is less

certain. [Mozafari et al., 2014] proposes to also consider items that have the biggest impact

on the learned model if the classifier is found to be wrong in the prediction. Interestingly,

this paper also discusses hybrid classification and the issue of when to stop collecting votes

to train the classifier. However, it deals neither with finite pool problems where there is a

trade-off between learning and exploitation, nor with screening problems.

Abundant research has since proposed a number of different approaches and optimiza-

tions, and recent studies have shown that active learning can be successfully exploited in

deep networks as well [Shen et al., 2017]. Although the problem we deal with here has

aspects of active learning - since we also identify how to prioritize items to label, our goal

is to balance learning vs exploitation, and the item prioritization is then made by the ML

or HC algorithms based on their own logic. This being said, we do show in the experiments

and analysis section how the choice of specific AL policies affect the performance of hybrid

classifiers.

5.1.2 Learning to Learn

The problem of balancing learning and exploitation in HC contexts can be cast as a

multi-armed bandit (MAB) problem (see [Lattimore and Szepesvar, 2019] for a wonderful

introduction to MAB). [Baram et al., 2004] study how, given an ensemble of AL algorithms,

we can choose the items on which to obtain gold labels for training, reassessing the decision

after a round of N items. The problem is mapped to an adversarial, contextual MAB
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problem where the items to be selected are the arms of the bandit (that is, the alternative

choices at our disposal) and the different AL algorithms are the experts, each of them

indicating a different set of items (for example, uncertainty sampling vs random sampling).

They empirically show that by extending Exp4 [Auer et al., 2002] - a popular algorithm

for adversarial MAB - with a method for estimating the AL reward they can identify the

best AL algorithm in the ensemble for different datasets - and even outperform the single

best algorithm. [Hsu and Lin, 2015] extend this result following a similar approach but

leveraging an improvement of Exp4, called Exp4.P, which achieves regret bounds with

high probability [Beygelzimer et al., 2011]. They also adopt a reward function to measure

the performance of the trained classifiers based on importance-weighted accuracy [Ganti

and Gray, 2012], and show that results often outperform previous approaches.

Our problem is similar in that we have to choose between alternatives in an explore vs

exploit fashion typical of MAB problems, and as in the research above we cannot assume

i.i.d. rewards for arms. However, we observe that we do have expectations on the specific

shape of ML and CC curves which neither give i.i.d nor adversarial rewards in the strict

sense, but tend to follow learning/exploitation curves, although noisy ones and with local

minima. We can therefore exploit this knowledge. Furthermore, we cannot adopt the

notion of rewards as suggested in the literature above, both because we do not deal only

with active learning arms and, even for the active learning side, the contribution of the

additional training is not in terms of increased accuracy but rather on how this increased

accuracy impact the crowd classification cost/quality trade-off for the items left to classify

in our finite pool. We will get back to this point when discussing approaches to tackle the

screening problem.

5.2 Method and Problem Formulation

Figure 5.1 shows the high level architecture of the proposed Active Hybrid Classifier

(AHC). AHCs processes items in iterations consisting of three phases (denoted by dashed

rectangles in the Figure): i) selecting a batch of items and predicates to submit to the

crowd for voting, ii) obtaining the votes (performing the actual crowdsourcing task), and

iii) processing the votes by first re-training ML classifiers with the new information and by

then leveraging the ML contribution to guide the crowd classifier. Batches are processed

until either all items have been classified or the budget has been exhausted - at which point

items for which no decision could be taken are left for expert or ML-only classification.

We already discussed why we need AL to efficiently train the ML classifier. Interestingly,

we face the same item (and predicate) selection problem in crowdsourced classification as

well. We refer to the problem of item (and predicate) prioritization for crowd classification
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Figure 5.1: Architecture of the Active Hybrid Classifier.

as active crowd classification, for symmetry with active learning. To see this, consider

again the hotel search example: humans can easily screen hotels based on location by

glancing over a map, thereby filtering out the majority of items and leaving a much smaller

number of hotels on which to assess the more complex kids-friendly predicate. Therefore,

we can choose to first poll the crowd only on location. Then, for those hotels that pass the

location screening, we can obtain votes for kids-friendliness. This approach can be adopted

in any screening problem, and is followed in query optimization as well [Hellerstein and

Stonebraker, 1993].

The challenge in this scenario is that active learning and crowd active classification are

often at odds : they can select different items and predicates for crowd voting. Indeed, the

active classification approach based on predicate selectivity mentioned above is particularly

“bad” for training ML algorithms: not only it does not follow active learning practices such
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as uncertainty sampling, but, by focusing on eliminating items efficiently, it creates an

extremely unbalanced dataset (among other possible sampling biases). This means that we

may be facing a learning vs exploitation trade-off, i. e., whether we invest budget to train

ML efficiently (selecting items via active learning), or to exploit the trained algorithms

and classify items in our pool (selecting items via active crowd classification algorithms

and using HC to classify). Intuitively, if the pool is small and the problem is hard for ML,

it may be convenient to lean towards exploitation. If the problem is easy for ML and the

pool is large, focusing more on learning may be the best strategy.

Problem Formulation. The problem can be formulated follows. Given a tuple (I, PR,A,B,Q)

consisting of:

• a finite pool of items I to be screened based on a conjunction of predicates PR =

(p1 ∧ p2 · · · ∧ pn),

• a set of algorithms A = (Aml, Aal, Ahc, Aac) which includes a ML classifier Aml, an

active learning algorithm Aal, a hybrid classification algorithm Ahc, and an active crowd

classification algorithm Aac.

• a quality/cost trade-off goal Q, and a budget B

we aim to identify a decision strategy that defines how to balance learning – i. e.,

selecting items with the goal of improving Aml efficiently, thanks to active learning Aal,

versus exploitation – selecting items via Aac with the goal of reaching a classification

decision efficiently, also thanks to the contribution of the (partially trained) classifier Aml.

We observe that rather than having one ML algorithm for the overall screening problem,

it is often convenient to have a separate classifier Apml for each predicate p. There are

several reasons for this: besides being a requirement of some HC algorithms, having

separate classifiers facilitates their reuse [Cherman et al., 2016]. For example, in literature

reviews it is not uncommon to revisit definition of predicates (e. g., we realize that ”older

adults” is ambiguous and we want to be more specific, such as ”adults past their retirement

age in their country of residence”) while keeping the others unchanged, or to apply the

same predicate to a different review (many reviews may need to focus on older adults).

Furthermore, crowdsourcing tasks focused on a single predicate may offer better results

when the predicates are complex to understand and training is required. We therefore

tackle the general multi-predicate case and use Aml to denote a set of ml algorithms {Apml}
in the following.

The goal Q typically involves tackling a cost-accuracy trade-off, setting a threshold

on recall, precision, or Fβ measures (where β skews the F-measure to favor precision or

recall), or some other cost function [Mortensen et al., 2016]. The precise form in which it

is expressed is not particularly relevant to our discussion, and in the following we simply

take Fβ and budget spent as measures.
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AHC Approach and Algorithm The idea behind the approach is to proceed in itera-

tions, where at each run we go through the phases described in Figure 5.1, having selected

active learning or active crowd classification at phase 1. Borrowing notation from research

in multi-armed bandits, we use t = 1, 2 . . . n to refer to iterations and K = (kl, ke) to

refer to the possible actions (arms) that can be undertaken at each iteration, which are

limited to learning (denoted with kl, meaning that we select items via Aal) and exploitation

(denoted with ke, meaning that we select items via Aac). At each iteration t we observe a

context ct = (Ψml
t ,Ψ

hc
t , CIt, UIt, bt), where:

• Ψml
t = {ψi,pt,ml} are the predictions, expressed as probability of item i satisfies predicate

p, as estimated by Apml trained over the labels Lt
• Ψhc

t = {ψi,pt,hc} are the predictions, expressed as probability of item i satisfies predicate p,

as estimated by Ai,phc that takes as input labels Lt and Ψml
t

• CIt is the set of items for which Ahc has reached a decision so far (depending on

classification thresholds)

• UIt is the set of items on which Ahc is still undecided. It is always true that UIt
⋃
CIt = I

• bt is the budget used so far, out of a total budget B

Notice that classification decisions are only made as a result of applying Ahc. This does

not mean that asking for crowd votes is always required: when the budget is exhausted,

for instance, Ahc can decide to leave items unclassified or to trust the ML prediction. The

choice here depends on the specific HC algorithm used, and AHC is agnostic to that. Given

this algorithm, we now discuss policies to tackle the learning vs exploitation trade-off.

5.3 Approach and Heuristics

The problem of selecting which algorithm (Aal or Aac) to adopt at each iteration for prior-

itizing items can be cast as a multi-armed bandit problem, where we balance exploration

of the effectiveness of each arm and then exploit the findings to classify items efficiently.

This is indeed the approach followed in active learning when choosing among different

ML classifiers and active learning algorithms to train them. The problem is cast as an

adversarial bandit with expert advice [Baram et al., 2004; Auer et al., 2002; Beygelzimer

et al., 2011], where the policy defines the probability distribution over arms [K] based on

weights associated to such arms. As an example, adopting the popular Exp3 algorithm

[Auer et al., 2002] and adapting it to our context would entail:

1. Defining and estimating the value (reward) x̂k(t)) obtained as a result of havign chosen

arm k at iteration t. In our context a meaningful reward can be the reduction in the

expected cost for classifying all items in the pool.

2. Assigning weights wkl and wke to the arms as follows:
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wk(t) = wk(t−1)e0.5∗γ̇̂xk(t) , where γ is the probability we should assign to random (uniform)

selection among arms, regardless of what the weights say. The weight for the arm that

has not been chosen remains unchanged.

3. Determining the probability of choosing arm k (e. g., the probability of choosing Aac)

based on Equation 5.1.

P (kl) = (1− γ)
wkl(t)

wkl(t) + wke(t)
+ 0.5 ∗ γ (5.1)

This approach also has specific upper bounds in terms of expected weak regret (that

measures how much worse is our reward compared with the best among the two ”static”

policies that always choose the same arm) and the literature mentioned above shows

extensions to achieve a specified regret with high probability.

While we could follow the same approach, there are three important differences between

the problem discussed here and the “learning by learning” method discussed above.

First, computing the reward here is more challenging. We retain all the mentioned

difficulties of estimating the accuracy of Aml in active learning contexts (the accuracy

essentially is the reward in active learning) [Nguyen et al., 2015a; Beygelzimer et al.,

2009]. In addition, the effect of the incremental learning performance has to be estimated

in the context of its contribution to Ahc, since Aml is not used to classify but to assist

in crowd classification. This brings additional noise to the estimation. Furthermore,

such contribution changes over time, because i) as Ahc progresses we are left with more

difficult items to screen, which means that the population of items changes, and ii) arms

are not independent: pulling the learn arm affects the reward we get in the future by

pulling the exploitation arm. Finally, classes in nearly every screening problem are highly

unbalanced in favor of exclusions. This makes not only harder to train algorithms, but

- most importantly for our estimation problem - makes it hard to assess accuracy in an

active learning context unless a large pool of labeled items is available.

Second, the incremental value of adding budget is likely to decrease as the iterations

proceed. In terms of Aml, learning curves generally tend to level off. At the beginning,

every new example provides new information; as we progresses, it is likely that some of

the information brought by the new item is already incorporated in the algorithm. This

however is not a guarantee, and in fact the learning behavior can be erratic. Interestingly,

the same is often true for active classification: algorithms try to greedily screen items out

efficiently, focusing first on doing cheaply what it can do cheaply, and leaving items harder

to classify for later iterations or even give up on them and leave them to experts.

Third, weak regret over the best arm would be a conservative measure of effectiveness:

choosing always the same arm (that is, relying only on Aml or only on Ahc) has been

shown to perform worse in many cases than hybrid strategies [Krivosheev et al., 2018a].
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For these reasons, while we see research on optimization and theoretical bounds as

beneficial in the long run, in this chapter we focus on two key questions: i) whether

studying the learning vs exploitation trade-off in AHC is even a problem worth studying

and under which conditions benefits can be observed, and ii) whether it is possible to

identify a set of “rule of thumbs” and simple heuristics that work well for a variety of

problems with different characteristics. Specifically, out of the space of all possible policies

Π, we look here into deterministic policies π ∈ Π that begin with the learning arm, to then

switch at a specific point to the exploitation arm. We identify the following policies π:

Baseline: The simplest approach is simply to stick to the same arm: π(ct) = [1, 0]

or π(ct) = [0, 1], for any context, where the array returned by the policy denotes the

probability of choosing Aml or Ahc, respectively.

Fixed point switch. The second option identifies a priori a percentage of the items

(or of the available budget) to devote to ML training (that is, selecting the ML policy)

and then switching to the crowd policy. This may seem arbitrary, but experiences with

datasets revealed that there are heuristics that work well in a variety of cases, such as

the 70/30 or 80/20 split between training and test data for classical ML algorithms. For

example, if we base the decision on setting a percentage γ of budget B for learning, then

the policy becomes π(ct) = [1, 0] if Bt ≤ γB, and π(ct) = [0, 1] otherwise. Notice that

while with this heuristic we could cast the problem to the well-known stopping or secretary

problem [Bruss, 2000], in our case we do not have independent and randomly shuffled

”secretaries” (rewards follow a trend) and in general all the reward estimation challenges

discussed above apply here as well.

Stochastic policies (with fixed probability). In this class of policies we identify a

priori a static distribution over arms [K] (that is, defining the probability Pl of choosing

to learn vs exploit), and at each time we select a policy based on that probability. This

results in policy π(ct) = [Pl, 1− Pl].
Adaptive Contextual Policies. Adaptive policies continuously estimate the character-

istics of the problem at hand, and specifically the ability for the ML classifier to rapidly

improve to provide useful contributions, as well as the effectiveness of crowd classification.

Intuitively, we begin with the learning arm and estimate the accuracy (Fβ) of Aml as a

result of selecting the learning arm as per the literature [Nguyen et al., 2015a; Beygelzimer

et al., 2009]. We can then compute the trend in accuracy (percentage difference δ(t) in

accuracy between iteration, possible smoothed via a moving average) and map values of

δ(t) to a probability value kal of choosing the learning arm via a mapping function m

(similarly to what logistic regression does with the logistic curve). This results in policy

π(ct) = [m(δ(t)), 1−m(δ(t))].
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5.4 Analysis and Experiments

5.4.1 Experiment Objectives and Design

We experiment the approach and heuristics described here with the goal of: i) understanding

whether there even is a decision problem to solve, that is, whether selecting specific policies

can lead to cost and quality trade-offs that are different from that of the obvious baselines

(fixed policy), ii) evaluating our heuristics and identify if we can derive rule of thumbs

applicable in different contexts, and iii) understanding which aspects of the crowdsourcing

problem may impact the effectiveness of given heuristics

We identify three datasets with different characteristics in terms of accuracy that ML

or crowd achieve, and in terms of predicate selectivity:

Amazon Reviews. The dataset contains reviews on Amazon products, with information

about the sentiment expressed in the reviews and the product category 1. We created

a 5000-item dataset with labels for two predicates: 1) whether the review is on a book

(Books) 2) and whether it is a Negative review. The Books predicate has selectivity

θ = 0.61, while Negative review has θ = 0.10. If we look for negative reviews on books,

therefore, only about 5% of reviews pass the screening. With this dataset, the task is

relatively easy for the crowd. ML performs well on the Books predicate and less well (with

the SVM algorithm we adopted) on sentiment analysis.

Medical Abstracts. This two-predicate screening dataset is taken from the OHSUMED

test collection [Joachims, 1998], where p1 is “Does the paper study Cardiovascular Diseases?”

and p2 is “Does the paper describe Pathological Conditions, Signs, and Symptoms?”.

Selectivity values are θ1 = 0.18 and θ1 = 0.28 for p1 and p2 respectively. The dataset is

highly unbalanced, with 5% of items out of 34387 abstracts passing the screening, and an

harder task for ML.

Systematic Literature Review (SLR). This dataset mimics the screening phase of

the SLR process, where the abstracts returned from a keywords-based search need to

be screened by researchers based on specific predicates. p1: “Does the paper describe an

experiment targeting older adults”? p2: “Does the paper describe an intervention study?”

The selectivity is θ1 = 0.58 and θ2 = 0.20, and the resulting set of relevant items is 17% of

the dataset. This task is hard for the crowd and even harder for ML classifiers, especially

for predicate p2 (accuracy at approximately 0.65).

We also experiment with different ML algorithms and different AL strategies (namely,

random sampling and uncertainty sampling, which is the most common AL approach). On

the crowd side we focus on the Hybrid Shortest Run (HSR) algorithms for active crowd

classification and hybrid classification, as to the best of our knowledge they represent the

1https://www.cs.jhu.edu/ mdredze/datasets/sentiment/
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Figure 5.2: Results on the amazon reviews dataset (see text for description).

state of the art in screening problems [Krivosheev et al., 2018a]. We then test the various

heuristics by training classifiers, crowdsourcing votes, and performing the AHC algorithm

described earlier. In addition to the studies with crowdsourced votes, we simulate how

results would change as key characteristics of the problem vary - for example, in problems

with very high or low crowd accuracy - to get a better sense for the conditions under which

heuristics can be effective.

5.4.2 Crowdsourcing Tasks

For Amazon and SLR datasets, we also ran tasks on the FigureEight (F8) crowdsourcing

platform to collect crowd votes. For Amazon reviews, we collected votes for 1000 items,

with 5 votes per item and predicate, obtaining a total of 10000 votes. The task is shown in
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Figure 5.2(f). Workers were paid 3¢/review, with hourly pay rate >10$/hour. The initial

test screening included 4 questions (100% accuracy required) and with 25% of honeypots

after that. Crowd accuracy for both predicates was 0.94.

Figure 5.3: Results on the MED Abstracts and SLR datasets (see text for description).

For SLR abstracts we collected 5-7 votes per paper, limiting workers’ contributions to

a maximum of 18 judgments to allow for worker diversity. A total of 236 workers from

41 countries contributed with 1321 judgments. The payment was of 15 cents per vote,

which again computing the reading time spent on each abstract was above 10USD/ hour.

As discussed, each worker focuses and votes for one predicate only, since understanding

predicates is complex and takes time. Resulting accuracies here were 0.6 (intervention

predicate) and 0.8 (older adults).
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5.4.3 Experiment settings, execution and results

To analyze the heuristics, we run AHC over the available datasets, training classifiers and

performing hybrid classification first over simulated crowd votes and then on actual votes.

All the source code, results, and datasets are available as companion material, along with

charts that explore additional behaviors (here we limit to a few interesting ones).

Figure 5.2(a) shows the results of applying the budget allocation heuristics in terms

of classification cost (expressed as average number of crowd votes per item) versus Fβ
(assuming β = 3 - but the patterns are similar for β = 1 (see the companion material)).

AHC was applied to classify a pool of 5000 amazon reviews, and crowd votes were

simulated but using the same accuracy values obtained from the crowdsourcing experiments

(p1=p2=0.94). The orange dot corresponds to the static policy that always applies HSR’s

active crowd classification (no ML training and no hybrid classification - only crowd).

The purple and blue lines show the baseline and fixed switch point policy for different

switch points, expressed as percentage of budget devoted to the learning arm, from 0.1

to 1 (from left to right). The purple curve adopts uncertainty sampling, while the blue

denotes random sampling. The green dot represents an adaptive policy that switches from

learning to exploitation when the increase in accuracy falls below 2% for the first time

after the first 500 items (accuracy is always erratic at first). Vertical bars denote standard

deviation over 10 repeated runs of the entire AHC process, and the dots show the mean

value.

The figures show that for small percentages of budget allocated to learning, AHC

outperforms crowd-only classification in both quality and cost. As the learning budget

increases, so do both cost and quality so that at some point the choice becomes a trade-off.

However, when we approach 100% devoted to learning, the performances drop below that

of crowd classification. This latter results is in line with work that separately studied

performance of machine-only and crowd-only approaches [Krivosheev et al., 2018a] and

confirms that even a “sprinkle” of crowd votes is crucial to classification accuracy unless

machines are near-perfect. Figure 5.2(d) just below shows the same analysis but on

crowdsourced data. Results are more noisy likely because the crowdsourced dataset is of

only 1000 items (also, recall that in screening problems datasets are often unbalanced).

With fewer items we also have worse ML accuracy, hence the lower Fβ.

Figures 5.2(b) and (e) show the behavior of the same curves as the overall available

budget increases, or equivalently, as the budget is fixed but the pool size decreases (budget

is expressed in average number of votes available per item) for simulated and actual crowd

votes respectively. Because ML accuracy here is very high, the performances remain good

even with a low budget (we will see that this is not the case for other datasets). Finally,

Figure 5.2(c) simulates variations in crowd accuracy. Notice that the range of values for
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the F measure here is much wider. Here we notice that the benefits of hybrid classification

over crowd-only begin to be noticeable when crowd accuracy goes above 0.8, as otherwise

the training dataset itself becomes noisy.

Figures 5.3(a) and (d) show the same experiments run on the medical and SLR

datasets, where we recall that on the medical datasets we do not have crowdsourced data

(we simulated accuracy at random in the [0.6, 1] interval), while for the SLR dataset

we only have simulated crowd votes and take the real crowd accuracy of 0.6 and 0.8

respectively for the two predicates. The trends are similar to the Amazon dataset, and as

usual we see the larger variance in Figure (d) as for SLR we only have a small pool of

items (just over 800). We still see however that for small percentages of budget invested

in learning the results are pareto-optimal with respect to crowd classification. Also similar

is the impact of crowd accuracy, with the benefit of AHC becoming manifest at crowd

accuracies between 0.8 and 1, which are fairly common values (again notice that the

difference in the F measure at 0.9 is high). For these datasets who have lower accuracy

we also see that as the total available budget drops (Figures 5.3(b) and (e)) classification

performances degrade significantly, as when we run out of money we use only machines

to classify. We do not show here the stochastic policy because it is dominated by the

fixed switch point (given that we determine a proportion of budget to learning, it is more

efficient to learn first rather than later).

5.4.4 Conclusion

The results show that even a small fraction of budget invested in ML training leads to

improvement in cost and accuracy with respect to the state of the art screening algorithm

available. Increasing the budget allocation to learning up to 50% increases accuracy but

also cost, and from that point on the improvements vary. We also observe that a difference

with respect to crowd only classification become more manifest as crowd accuracy grows

over 0.7-0.8 as this leads to “good” training data. In summary, adding a sprinkle of ML

to crowd classification and a sprinkle of crowd to machine classification leads to very high

accuracy and better results in finite pool problems, provided that the budget vs pool size

ratio is such that we can collect crowd votes rather than use ML only.

While we tried to obtain diverse datasets, the applicability we claim is limited to

screening problems with binary predicates, and to the HC algorithm adopted in the

experiment. We also did not explore variations of adaptive policies, and we did not

attempt yet to compute reward in multi-armed bandit style. All this is part of our ongoing

work.
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Algorithm 4: Active Hybrid Classification Algorithm

Input: I, PR,B,Q, (Aml, Aal, Ahc, Aac)

#items, predicates, budget, quality objective, algorithms

Output:CIt, bt, Aml

(1) t← 0 #iteration number

(2) UIt ← I #unclassified items

(3) CIt ← {} #classified items so far

(4) bt ← 0 #budget spent

(5) Lt ← {} #labels so far

(6) Ψml
t ← {} #machine probabilistic predictions

(7) Ψhc
t ← {} #HC probabilistic predictions

(8) ct ← {Ψml
t ,Ψhc

t , CIt, UIt, bt} #context at time t

(9) ht ← {ct} #history

(10)while UI 6= ∅ and bt < B

(11) t← t+ 1

(12) [pl, pe]← π(ht−1, Q)

(13) k ← select arm(pl, pe) #pick an arm randomly based on prob. distribution [pl, pe]

(14) if k = kl

(15) It ← prioritise(UIt−1, Aal) #prioritised items

(16) l, costl ← annotate(It, n) #crowdsource top-n items

(17) Lt ← Lt−1
⋃
l

(18) Aml ← train machines(Aml, Lt)

(19) Ψml
t ← predict prob(Aml, UIt−1)

(20) if k = ke

(21) It ← prioritise(UIt−1, Aac,Ψ
ml
t−1) #prioritised items

(22) l, costl ← annotate(It, n) #crowdsource top-n items

(23) Lt ← Lt−1
⋃
l, Ψml

t ← Ψml
t−1

(24) Ψhc
t ← predict prob(Ahc, UIt−1,Ψ

ml
t )

(25) ci← classify(UIt−1,Ψ
hc
t , Q)

(26) CIt ← CIt−1
⋃
ci, UIt ← UIt−1 − ci

(27) bt ← bt−1 + costl, ct ← (Ψml
t ,Ψhc

t , CIt, UIt, bt)

(28) ht ← ht−1
⋃
{ct}

(29)return CIt, bt, Aml



Chapter 6

Detecting and Preventing Confused

Labels in Crowdsourced Datasets

Crowdsourcing an accurate training dataset for Machine Learning (ML) algorithms is

crucial for their resulting performance. It is however challenging for many reasons, from

low-quality annotators to poor task design. Abundant literature has proposed methods

for addressing such challenges, from task design methodologies, to ways of improving

or coping with poor task design [Chang et al., 2017; Manam and Quinn, 2018; Eickhoff,

2018; Zheng et al., 2017], worker testing strategies (to exclude low-quality annotators),

and aggregation of annotations by several workers. For example, truth finders methods

have been recently proposed [Giancola et al., 2018; Li et al., 2016] to identify the correct

annotation based on dependencies between workers [Dong et al., 2009], heterogeneity of

values [Li et al., 2014b], data correlation [Pochampally et al., 2014], different types of

workers’ accuracy and similarity [Zhao et al., 2012; Li et al., 2018; Dumitrache et al., 2018],

and so on. Similarly, literature in crowdsourcing has proposed a number of algorithms

to collect and aggregate crowd votes with the goal of minimizing errors in annotations,

from simple majority voting to variations of Expectation Maximization [Liu and Wang,

2012; Dong et al., 2013; Whitehill et al., 2009], to algorithms that focus specifically on

screening (identifying items that satisfy a conjunction of predicates) [Mortensen et al.,

2016; Krivosheev et al., 2017; Lan et al., 2017].

However, a particularly subtle form of errors is due to confusion of observations, that is,

crowd workers (including diligent ones) that mistake items of a class i for items of a class

j (for example, confuse pictures of actresses Ellen Barkin and Cameron Diaz, or Pancakes

with Russian Blini) often because they are similar or because the task description has

failed to explain the differences. This problem can lead to a subset of workers consistently

making errors, even on tasks that are apparently easy. For example, in a Google image
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Figure 6.1: Examples of common confusions in flags and food as well as actors - in this case

intentionally trying to be similar to a person.

search for ”Monaco flag”, 3 of the top 6 results (50%!) are wrong - and indeed, confused

with the flag of Indonesia, and, to a lesser degree, Poland. We get similar error rates in

many cases (e. g., Yams and Sweet potatoes, see Figure 6.1), pointing to the fact that

for some classes of objects it is very likely to get erroneous ground truth labels, and that

sources one could consider reputable (such as flags shop) contribute to the confusion. As

we will show, confusion can also occur in cases where the overall workers accuracy is very

high and therefore likely to go unnoticed since it is not a problem that surfaces across

the board, but for some classes only. If left undetected and uncorrected, this leads to

consistently wrong labeling for some classes, including the most popular and widely used

ones, from majority voting (MV) to Dawid-Skene (DS).

In this chapter, we define the problem and propose an algorithm for detecting such

confusions. Our primary goal is to detect confusion early in the crowdsourcing process

(that is, after a small number of votes), so that we can alert the task designers and

improve the task. Our secondary goal is to be able to pre-process crowdsourced labels to

detect and correct confused labels. Once we do this we can then apply our favorite vote

aggregation method to get class labels, from MV to DS to the many interesting variations

of Expectation Maximization proposed in the literature.

Specifically, we approach the problem by modeling confusion of observations as random

variables by introducing the concept of clusters of confused items, i. e., groups of items

which are likely to be confused by the crowd. We derive conditional probability functions
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for item values as well as the accuracy of workers (sources) and we show that the existing

inference procedures (like expectation maximization) cannot be efficiently applied to our

case. To address that, we propose a novel inference algorithm based on sampling using

Markov Chain Monte Carlo (MCMC).

We evaluate the proposed algorithm over both synthetic datasets and crowdsourcing

experiments, aiming at collecting datasets of different nature and difficulty. We show

how the proposed inference procedure can be integrated with the main state-of-the-art

aggregation techniques, that it scales both in the number of items and in the number of

crowd workers, and that it significantly outperforms commonly used aggregation methods

especially when the number of votes per item is relatively small (in the single digit range),

as it is common in many crowdsourcing tasks. We also analyze in which cases strong

baselines such as DS become competitive even in the presence of confused labels. We show

that the accuracy of the proposed algorithm in detecting confusions is high (up to 98%),

while accuracy that results from correcting confusion errors varies with the dataset and

vote aggregation method chosen, but in general is not as high. To cope with this issue we

then propose a simple but effective automated method for modifying the crowdsourcing

task once confusion is detected to reduce the probability of further confusion occurring

again as the crowdsourcing task proceeds.

6.1 Background

6.1.1 Truth Discovery

The problem of truth discovery, i. e., integrating data from sources which provide conflicting

data, has been extensively studied in the last decade. (In this work sources(of information)

and workers are interchangeable.) A number of approaches which model the accuracy of

sources and probability of facts, termed truth finders, have been proposed [Li et al., 2016].

Typically, truth finders take the information about observed item labels and output the

accuracy of sources as well as the probability of item labels being true. There are several

methods truth finders employ such as link based analysis [Kleinberg, 1999; Brin and Page,

1998] (to identify authoritative sources), optimization based methods [Aydin et al., 2014;

Li et al., 2014a] (formulate the truth discovery as an optimization problem), and finally,

probabilistic graphical models [Pasternack and Roth, 2011; Wang et al., 2015] (based on

variables and their dependencies). Moreover, modern truth finders also take into account

various factors such as dependency between sources [Dong et al., 2009], heterogeneity of

values [Li et al., 2014b], data correlation [Pochampally et al., 2014], different types of

source accuracy [Zhao et al., 2012] and so on.

Truth discovery with confusion errors is a challenging problem both from the efficiency
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and effectiveness standpoints. First, we need to extend the existing truth finders with

the ability to model and reason about possible confusion errors. No existing truth finder

solution is capable of doing that and it is not trivial because we need to specify all

probabilistic dependencies between sources and items. Second, in order to detect and take

into account confusion errors we need to test all possible confusions and see which of them

are likely to exist. That is a computationally expensive operation which requires a search

over an exponential number of possibilities (there are 2Nc states for Nc possible confused

observations).

Crowdsourced classification has also been studied within the Human Computation

community, following the seminal work of [Dawid and Skene, 1979]. These studies cover

a diversity of probabilistic data models, estimate the labeling procedure in the presence

of items of different difficulties [Whitehill et al., 2009; Yang et al., 2018], consider the

confidence of workers’ answers [Satoshi Oyama, 2013], apply EM-based algorithms to

labeling in the presence of confusion matrix [Liu and Wang, 2012], discover truth of

spatial events in mobile crowdsourcing [Robin Ouyang, 2016]. A survey [Jing Zhang, 2016]

investigates the models and algorithms on truth discovery inference in crowdsourcing as

well as summarizes existing datasets and available tools [Robin Ouyang, 2016]. Recently,

guidelines and practices for implementation and task design have been proposed for high-

quality label collection via crowd and AI collaboration [Alonso and Marchionini, 2019;

Amershi et al., 2019].

6.1.2 Confusion of labels

The previous work in truth discovery falls short of finding and repairing such confusions.

A typical truth finder or crowd classification algorithm would treat a confused labeling as

workers’ errors and lower their accuracy estimate in general, as opposed to recognizing that

workers are generally accurate but on specific sets of labels. To the best of our knowledge

only few papers deal with the problem, besides the above-mentioned Dawid-Skene on

which we come back in the experiments section as it is part of our baselines. [Liu and

Wang, 2012] study confusions and propose an efficient way to derive a confusion matrix for

each worker. Their approach is tailored to situations where the number of workers is small

(they focus on highly trained and skilled workers who rate a large number of items and on

cases where the item-worker matrix is dense, testing the approach with three workers).

[Giancola et al., 2018] also focus on workers’ confusion matrix and propose the use of

worker style matrices for every worker aiming at efficiently aggregating labels that can

be systematically confused by a worker in text clustering and image segmentation tasks.

The approach is focused on performing permutation-invariant inference of class labels, in

the sense that it is robust to worker-specific class permutations (e. g., different workers
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assigning different names to the class labels in a clustering problem). Our problem is

different in that we do not focus on permutations, but on identifying confusions in labeling

where class labels are given and (from the perspective of the task designer) clear, such as

labeling picture with flags or food or names of famous actors, based on whatever the task

requires. We also do not aim at learning parameters for workers’ confusions (that is, at

learning parameters for each worker) as our interest is instead in groups of classes that

can be confused. Therefore the number and types of parameters of our model that have

to be learned from data are chosen both to do this effectively and to be able to scale in

the number of workers, items, and labels.

The topic of confusion is also gaining popularity in the context of machine learning, to

identify and diagnose weaknesses of a ML model which often occurs in the presence of

easily ”confusable” classes and in general of noisy training data. For example, [Jin et al.,

2017a] propose a method to detect classes with high probability of confusion based on the

output of an image classification ConvNet. The authors observe that the problem often

arises due to a combination of weaknesses of the classifier and errors in the training data:

Indeed, errors in the training dataset are known to significantly hamper the performance

of the trained model [Russakovsky et al., 2015], and the risk of noisy crowdsourced labels

increases with the complexity of the problem and with the granularity of the classes [Van

Horn et al., 2015]. The solution proposed is essentially based on identifying cliques of

classes such that, for many items, classes in the cliques are among the most likely in the

opinion of the ML model. Our problem is different as in crowdsourcing we have a crowd

of votes (without explicit confidence information) rather than one voter (the ML model)

that provides a distribution of class probabilities for each item.

6.2 Model and Approach

6.2.1 Modeling Confusions as First-Class Citizens

We consider classification tasks where we have as input a set (I, S, L) where I =

{o1, . . . , om} is the set of items to classify, S is a set of sources of information (in crowd-

sourcing, these are crowd workers), and L = {L1, .., Lm} is a set of all possible labels

on all items. Each item oi have a number of possible labels (classes) we can assign

Li = {l1i , . . . , l
ki
i } where ki is the total number of distinct labels about oi. Table 6.1

contains a summary of the notations used in this chapter.

The votes of workers are denoted as Ψ = {ψis,l}, where ψis,l = 1 if source s labeled item

oi with label l, and ψis,l = 0 otherwise. Therefore, once we collect the votes we have a

dataset D = 〈I, S,Ψ, L〉.
We extend this basic model by explicitly modeling confusions. Specifically, we add the
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Sign Specification

S = {s1, . . . , sn} set of workers (sources)

I = {o1, . . . , om} set of items

L = {L1, . . . , Lm} set of all labels, Li are labels of oi

o∗i predicted label for item oi

l∗i ground truth label of item oi

Ψ = {ψis,l} set of all votes

Ψk observations on the items in Ck

Ψs observations of worker s

Ψ̂i observations on oi including

confused ones

C = {C1, . . . , Cnk
} set of all clusters

C−ik set of items in Ck except oi

As accuracy of worker s

Gk confusions of cluster Ck

Gi,s confusion of observation ψis

G−i,sk confusions in cluster k except Gi,s

πk probability of confusion in Ck

α, β, γ hyper-parameter

Table 6.1: The summary of notations used in the chapter.

notion of clusters where all items are split into a set of mutually exclusive clusters, denoted

by C = {C1, . . . , Cnk
} where Ck = {oi, oj} is a group of items whose labels we believe can

be confused, such as in the example of Figure 6.1 where pictures of ”monaco”, ”indonesia”

can be in a cluster. We come back later as to how such clusters can be identified, for now

we assume they are given.

6.2.2 Truth Finder with Confused Observations

Given this model, and a dataset, we aim at determining confusions in the dataset. We

base our work on truth finder approaches. A truth finder F is a function that takes the

dataset D as input, and outputs a set A of accuracy estimations (one per worker) and the

class probability distribution P for each item. F : D → 〈P,A〉 where for each item oi ∈ I,

P (o∗i = l) ∈ [0, 1] is the probability that item oi has label l (we use the terms item and
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I

Figure 6.2: The probabilistic graphical model of Latent Truth Finder.

object interchangeably in the following).

The typical truth finder goal is to infer the unobserved variables (the true labels) given

the observable variables (the crowd votes). We extend the basic Bayesian truth finder

with clusters and define its generative model based on the plate model shown in Figure 6.2.

In the figure, nodes indicate random variables, parameters, and hyper-parameters, and

dark-shaded node denote observations made by workers. G, I are latent (or non observed)

variables; A, π are the parameters; α, β, γ are hyper-parameters.

For each worker we draw its accuracy from a Beta distribution: As ∼ Beta(α0, α1),

where α0 and α1 represent our prior belief about the accuracy of workers. α0 can be

seen as the number of times a worker gave the correct label whereas α1 is the number of

incorrect labels.

For each cluster Ck ∈ C, we draw its probability of confusion labels, denoted by πk,

from a Beta distribution: πk ∼ Beta(γ0, γ1). Similarly to As, γ0 and γ1 represent our prior

belief about how many times workers confused labels within that given cluster in the past.

For each crowd vote ψis in cluster Ck, i. e., ψis ∈ Ψk and ψis ∈ Li, we draw a confusion

binary label, denoted by Gi,s, from a Bernoulli distribution: Gi,s ∼ Bernoulli(πk), where

Gi,s is 1 if worker s confused label on item oi, and 0 otherwise. πk is a probability of

confusing labels when reporting observations on cluster Ck. Notice that in the model we

do not consider the direction of the confusion, that is, whether in cluster Ck the confusion

is symmetric or not symmetric, for example, workers confuse l1 with l2 but not l2 with

l1. As we will see, once confusion is detected by the inference procedure, then identifying
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direction can be easily done.

Finally, we draw a true value for an item oi from a multinomial distribution with

βi Dirichlet prior: o∗i ∼ multi(βi) βi is a |Li|-dimensional parameter which specifies the

multinomial prior for item oi.

6.3 Inference

Based on the generative model presented in Section 6.2 we propose an inference algorithm

to detects confused observations. Once we have detected them, we can correct them (the

algorithm helps in finding the probabilities of true labels) or prevent them, by modifying

the crowdsourcing task as discussed later. Our inference task is maximum a posteriori

(MAP) where we look for an assignment of model parameters and hidden variables that

maximizes the likelihood of the observed data. Given our model, the likelihood is defined

as follows (we denote it with LK to distinguish it from labels):

LK(A, π : Ψ) =
∏
Ck∈C

∑
I,G

∏
ψi
s∈Ψk

P (ψis | A, π, I,G;α, β, γ) (6.1)

In the above formula, for each cluster Ck we compute a product of the probabilities of

observed data (Ψk) marginalized by the hidden variables, I and G. Note that we will omit

the hyper parameters α, β and γ in the following formulas.

Our task is to find Â and π̂ such that the likelihood function is maximized: Â, π̂ =

argmax
A,π

LK(A, π : Ψ). Once we found Â and π̂ we can easily compute the values of hidden

variables, i. e., I and G. We propose to employ an approximation inference procedure

based on Markov Chain Monte Carlo which samples from the joint probability distribution

and use those samples to estimate the hidden variables and parameters. We refer to this

algorithm MCMC-C (the extra C is for confusion). In order to use MCMC we need to

specify all conditional probability distributions (CPDs) for each variable of our model.

Below we present the CPDs we use.

First, we define a CPD for items oi ∈ I. According to our data model, we sample a

true label for item oi using a multinomial distribution with the following probabilities:

P (o∗i = l∗i | Ψk, C
−i
k , A,G

−i,s
k , A, πk) ∝ βoi

∏
ψj
s∈Ψ̂i

A
δ(ψj

s,o
∗
i )

s (1− As)1−δ(ψj
s,o
∗
i )

where δ(i, j) =

1 i = j

0 i 6= j
is the Kronecker delta function and Ψ̂i is a set of observations

on item oi including those which were confused (based on the current assignments of G),

C−ik is a set of items of cluster Ck except item oi and G−i,sk is a set of confusions Gk except
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confusion Gi,s, Intuitively, we sample a true value for oi based on our current knowledge

of worker accuracy and observation confusions.

Similarly, we sample confusion variables from a Bernoulli distribution using the following

probabilities:

P (Gi,s = 0 | ψis, Ck, As, πk) ∝ (1− πk)A
δ(ψi

s,o
∗
i )

s (
1− As
|Li|

)1−δ(ψi
s,o
∗
i ) (6.2)

P (Gi,s = 1 | ψis, Ck, As, πk) ∝
πk

|Ck| − 1
(
∑

oj∈Ck,i 6=j

A
δ(ψi

s,o
∗
j )

s (
1− As

|
⋃
oj∈Ck

Li | −1
)1−δ(ψi

s,o
∗
j ))

The probability that there is no confusion, P (Gi,s = 0), depends on the cluster no confusion

probability 1− πk as well as the worker accuracy As if the item predicted true label o∗i the

same as the vote ψis or 1−As

|Li| otherwise (assuming that each false label is equally likely). In

the case of P (Gi,s = 1) we take into account all possible confusions within the cluster Ck
with equal prior probabilities 1

|Ck|−1
and we add As if the the vote ψis coincides with o∗j or

1−As

|
⋃

oi∈Ck
Li|−1

otherwise. In the latter case we assume that if there is a confusion than the

space of false labels consists of all unique votes within a cluster minus 1 (true label). We

sample the accuracy of workers from a Beta distribution with the following parameters:

As ∼ Beta(α0 +N s
+, α1 +N s

−) (6.3)

where

N s
+ =

∑
ψi
s∈Ψs

(1−Gi,s)δ(ψ
i
s, o
∗
i ) +

Gi,s

|Ck| − 1

∑
oj∈C−i

k

δ(ψis, o
∗
j) (6.4)

N s
− =

∑
ψi
s∈Ψs

(1−Gi,s)(1− δ(ψis, o∗i )) +
Gi,s

|Ck| − 1

∑
oj∈C−i

k

(1− δ(ψis, o∗j)) (6.5)

Ψs is a set of votes given by worker s. N s
+ is the number of times a worker s gave the

same votes as the corresponding item true label. In the case of a confusion we assume

that it measures any of the other |Ck| − 1 items at the same probability. N s
− is the count

of worker s observations when it reported a false label (with the similar way of counting

confusions).

Finally, we sample the cluster confusions from a Beta distributions using the counts of

confused and not confused labels (i. e., using Gi,s):

πk ∼ Beta(γ0 +
∑

Gi,s∈Gk

Gi,s, γ1 +
∑

Gi,s∈Gk

(1−Gi,s)) (6.6)

Given all CPDs presented above the MCMC inference algorithm is described in Algo-

rithm 5.
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Algorithm 5: MCMC Inference Algorithm

Input: Ψ, α, β, γ

Output:P̂ (O)

Initialize As, Gi,s, o
∗
i and πk by drawing from the priors

(1)

foreach As ∈ A
(2) N s

+ ←
∑
ψi
s∈Ψs

(1−Gi,s)δ(ψis, o∗i )+
Gi,s

|Ck|−1

∑
oj∈C−i

k

δ(ψis, o
∗
j )

(3) N s
−←

∑
ψi
s∈Ψs

(1−Gi,s)(1−δ(ψis, o∗i )) +
Gi,s

|Ck|−1

∑
oj∈C−i

k

(1−δ(ψis, o∗j ))

(4) foreach k to iter num

(5) foreach oi ∈ O
(6) draw o∗i∼multi(

∏
ψs
j∈Ψ̂i

A
δ(ψj

s,o
∗
i )

s (1−As)1−δ(ψj
s,o
∗
i ))

(7) updateN+(o∗i )

(8) updateN−(o∗i )

(9) foreach Gi,s ∈ G
(10) draw Gi,s ∼ πkA

δ(ψi
s,o
∗
i )

s (1−As)1−δ(ψi
s,o
∗
i )

(11) updateN+(Gi,s)

(12) updateN−(Gi,s)

(13) foreach As ∈ A
(14) draw As ∼ Beta(α0 +N s

+, α1 +N s
−)

(15) foreach πk ∈ π
(16) draw πk∼Beta(γ0+

∑
Gi,s∈Gk

Gi,s, γ1+
∑

Gi,s∈Gk

(1−Gi,s))

(17)return P̂ (O)

Notice that the complexity of Algorithm 5 is proportional to the number of iterations,

observations and items in clusters: O(itern∗|Ψ|∗max(|Ck|)) The Algorithm 5 computation

overhead (with respect to non confusion aware methods) comes from the necessity to visit

all the items within a cluster when we compute counts for As and oi, i. e., for each item,

we take into account the observations which were switched from and to it. However, in

practice the max(|Ck|)) doesn’t affect the overall computational cost a lot since there are

not many items within a cluster and totally not all items are involved into clusters.
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Figure 6.3: Crowdsourcing task to collect labels on flags.

6.4 Experiments and Confusion Prevention

We run experiments with the goal of assessing the algorithms in terms of its ability to

i) detect confusion and ii) correct them. We then show a simple but effective way to

semi-automatically prevent confusions, once detected.

6.4.1 Datasets

We evaluate the model and algorithm first with a synthetic dataset, to assess performances

as we vary the characteristics of the data, and then via four crowdsourcing experiments of

different nature and difficulty. The synthetic dataset is obtained via a custom synthetic

data generator that allows us to vary the number of items, sources, labels (classes), the

average accuracy of sources, the probability of confusion for the clusters as well as other

parameters.

We then run four crowdsourcing experiments asking workers to label photos of flags,

faces of celebrities, food images, and to assign the title of a movie given the plot. The

first three datasets are based on images while the fourth is on text labeling. The tasks are

analogous to the one shown in Figure 6.3: we show an item and a set of possible labels,

which we design to include, among many others, the true one as well as the label for a

similar one where confusions are possible, if any. All tasks where run on the FigureEight
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platform. Table 6.2 shows task and data statistics such as number of items, workers, votes.

Overall we collected more than 5100 votes in the tasks. As an example, for the flags

dataset we included photos of flags of 60 countries and collected 16 votes per image on

average. 220 distinct workers took part in the flags task, with an overall accuracy of 90%.

We then selected initial hypotheses of pairs of labels (clusters) that we thought could be

source of confusion, such as Moldova and Romania. For flags we selected 13 such clusters,

and the errors we define to be of confusions (that is, between items that are in the same

cluster) are 7.8% and involve 10 out of the 13 clusters (notice that nearly all errors are

confusions). Some confusions are one-directed (e. g., Moldovan flags labeled as Romanian)

and others bi-directional (Ireland and Ivory coast labels are swapped).

Task Property Flags Faces Food Plots

# of classes 81 72 45 111

# of workers 220 21 177 122

# of items 100 48 76 100

# of votes 1600 349 1220 1937

votes per item

(avg ± std) 16± 5 7± 3 16± 10 19± 1

votes per worker

(avg ± std) 7± 5 16± 6 7± 4 16± 12

% of confused votes 7.8% 19.2% 23.8% 6.1%

workers’ accuracy 90% 70.2% 68.8% 90.2%

Table 6.2: The flags, faces, food, and plots datasets statistics.

6.4.2 Confusion Detection

We start by testing the ability of the algorithm to detect confusions, our primary goal.

Specifically, we are interested in the average probability of confusion detection, that we

call G-Accuracy (G denotes confusions). It is computed as follows:

G-Accuracy =

∑
Gi,s∈G

P̂ (Gi,s = G∗i,s)

| G |
(6.7)

where P̂ (Gi,s = G∗i,s) is the estimated probability of identification a correct value (G∗i,s) for

a confusion variable (Gi,s), i. e., whether or not a confusion appeared, and | G | normalizes
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Figure 6.4: G-Accuracy of MCMC-C for the

varying sources accuracy.
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Figure 6.5: G-Accuracy of MCMC-C as the

number of classes grows.

Figure 6.6: Results on real-world crowd

datasets.

Figure 6.7: Improvement in p-accuracy

after error correction.

the metric by the total number of votes given on items that belong to a cluster, so that it

is in the [0, 1] interval.

Figure 6.4 shows the results of applying MCMC-C while varying the accuracy of workers

A and probability of confusion π. Our default parameters are 30 workers with average

accuracy 0.9, 5000 items, and 50 classes. As expected the output accuracy grows linearly

with the worker accuracy. Moreover, the higher A and reasonably low π the MCMC-C

gives more accurate results, particularly, for A = 1 and π = 0.2 the accuracy of identifying

confusions is 98%. Figure 6.5 show instead that accuracy grows with the number of

possible classes (here shown keeping π = 0.2), as it becomes easier to separate confusions.

On crowdsourcing experiments (Figure 6.6), confusion detection accuracy is also fairly

high especially in terms of precision. Numbers are lower for food as the overall accuracy is

lower for that case.

These results are based on a full dataset, which includes many votes per item (recall

Table 6.2), a number much higher than typical crowdsourcing tasks. Figure 6.6 also shows

results considering only 5 randomly selected votes per item - and we discuss later how

performances vary with the number of votes per item.
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Figure 6.8: Aggregation accuracy as the

number of votes per items change - food.

Figure 6.9: Aggregation accuracy as the

number of votes per items change - plots.

6.4.3 Confusion Correction

Our secondary goal is to leverage MCMC-C to improve classification accuracy once votes

have been collected. MCMC-C attempts at identifying which votes in a cluster are confused,

therefore enabling error correction (reassigning confused votes to correct items), at least

in the case of clusters of two labels discussed here. The impact of error correction on the

overall classification accuracy also depends on the classification algorithm adopted. We

therefore experiments with a set of state of the art vote aggregation algorithms and test

the effect on adding confusion correction on top. So that first we correct confusions and the

run vote aggregation algorithms. Specifically, we experiment with Majority Voting1 (mv),

Dawid-Skene (D&S), and the already mentioned Expectation Maximization (em)-based

truth finder, as well as with a base MCMC version such as MCMC Sampling Algorithm

(mcmc) [Zhao et al., 2012] (Effect with other algorithms, such as SUMS [Kleinberg, 1999],

Investment, PooledInvestment, Average-Log [Jeff Pasternack, 2010], is described in the

supplementary material).

To assess the improvements we measure the accuracy as the probability assigned

by the algorithm to the true class, and average across all items. That is, we measure

p-Accuracy = mean
oi∈I

(P̂ (o∗i = l∗i )), where P̂ (o∗i = l∗i ) is the estimated probability of item oi

having ground truth label l∗i , and compare results before and after correcting for what

MCMC-C believes to be confusion errors.

Figure 6.7 shows the improvement in p-accuracy for the crowdsourced datasets. The

top part of the figure shows that applying the correction has very large effects in terms of

improving MV and D&S in many cases, while the effect on TruthFinder is small. Again,

the bottom part of the figure shows results where we only collect 5 votes per item, while

Figures 6.8 and 6.9 show how performances vary with the number of votes per items for

1For mv, we take as probability of class label for an item the proportion of votes with that label.
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Figure 6.10: Confusion prevention crowd task.

the datasets where D&S performs best in the full dataset. The reason why D&S does

not give good results with low numbers of votes per item is that in these datasets we

have rather large number of classes (from 45 in food to 111 in plots), and in this case

confusion matrices have a large number of cells (over 10K for plots), so that constructing

such matrices (per worker) accurately requires more data. In this case, as the number of

data points increases, D&S performs well in the plots dataset despite the large number

of classes also because the workers’ accuracy is high and the confusion is low, the lowest

in our datasets. In general, we observe that with number of votes that are in line with

typical scenarios, correcting for detected confusions before aggregating results in at least

the same accuracy, and very often a much improved accuracy with respect to performing

aggregation without correction.

6.4.4 Confusion Prevention

A main reason to detect confusion early is the process is the possibility of preventing it.

MCMC-C can detect confusions even with a small number of votes per item (see charts in

supplementary material). Once confusion is detected between a pair of labels, a simple

and automated prevention mechanism is to modify the crowdsourcing task by pointing

out the possibility of confusion every time the worker selects a label in this pair.

We show an example of this in Figure 6.10, where once the flag of Haiti or Liechtenstein

is selected, a popup automatically appears showing the similarity (and therefore the possible

confusion) and asking for verification. We run crowdsourcing experiments over flags, plots

and food experiments with the prevention mechanism and reduction in confused labels are

from 6.1% to 2% for plots, 23.8% to 19.3% for food, 7.8% to 2.6% for flags.
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6.4.5 Conclusion

We have shown that MCMC-C is an effective to detect confusion over a variety of datasets,

and that once confusion is detected, it can then be prevented to a large extent with simple

modifications to the task. The algorithm scales well to large datasets (both in items and

workers).

Part of our work included a comparison with D&S as a baseline, and of what happens

when we preprocess confusions and then apply D&S. We are specifically interested in D&S

as a main representative of algorithms that do aim at identifying confusion matrices and

therefore in a way do deal with confusions. However, D&S per se does not output classes

that some workers may confuse, but it ”simply” produces estimated labels and per-worker

confusion matrices. In principle it is possible to use such matrices to determine pairs (or

cliques) of classes that can be source of frequent confusions, and this requires a way to

map the set of worker-specific matrices into sets of possibly confused labels. However, how

to do this is not obvious and requires further research. Simply taking matrix cells off the

diagonal where the average value is high (denoting that workers frequently mistakes the

estimated correct label - in the row - with the voted label - in the column) often leads

to poor results especially in the conditions discussed above (large number of cells and

relatively sparse matrices with workers votes). If workers’ accuracy is also not very high,

then D&S has a hard time distinguishing errors and confusions.

To show how D&S behaves in the presence of classes that some workers confuse, we

plot in Figure 6.11 three confusion matrices histograms obtained by D&S, corresponding

to three (simulated) experimental conditions. Each matrix cell contains an histogram

plotting the number of workers (y axes) that have a specific confusion value for that cell

(the X axis is divided in buckets of size 0.1). So for example, cell [1, 2] (first row, second

column) shows a histogram denoting how many workers have a given confusion value for

that cell. The expectation is that cells on diagonal have bars close to 1, and off-diagonal

cells have most of the mass towards zero. All matrices correspond to experiments with 5

classes, workers’ accuracy in the [0.7-0.9] range, and have a varying percentage of workers

that confuse class 1 and 2. Therefore, we assume to observe signals for confusions in cells

[1, 2] and [2, 1]. The dataset for the top matrix has 50% of workers confused, and has

5 votes per item, 25 votes per worker. The one in the middle also has 50% of workers

confused, and 3 votes per item, while the bottom one has 5 votes per item but only 10%

of workers are confused between classes 1 and 2. What we can see is that while for the top

matrix we could infer confusions, for example by observing that the histogram has mass

close to both extreme and not just one (see in particular cell [1, 2]), when the number of

votes per items goes down (matrix in the center) or the percentage of confused workers is

a probably more realistic 10%, making confusion determination becomes challenging.
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Figure 6.11: Dawid-Skene for Confusion Detection. Confusion matrices from Dawid-Skene where

the Y-axis represents the number of workers and the X-axis represents the confidence value.



Chapter 7

Graph Neural Networks for Entity

Matching

Although knowledge graphs (KGs) and ontologies have been exploited effectively for data

integration [Pershina et al., 2015; Trivedi et al., 2018; Azmy et al., 2019], entity matching

involving structured and unstructured sources has usually been performed by treating

records such as arrays or text without explicitly taking into account the natural graph

representation of structured sources and the potential graph representations of unstructured

data [Getoor and Machanavajjhala, 2012; Gottapu et al., 2016; Mudgal et al., 2018; Dong

and Rekatsinas, 2018; Gschwind et al., 2019]. Implicit graph representations of database

records have so far been exploited for record-linkage tasks by taking into account the

similarity of the attributes between a query and a candidate record. Similarities between

records are usually computed by means of multicriteria scoring without considering the

direct attribute for information flow [Gschwind et al., 2019]. Additionally, many contextual

fields, that are often represented by record attributes, are considered to be uninformative

and hence are dropped in preprocessing steps, even though they might contain important

structural information about the entities represented by the records.

To address this issue, this chapter introduces a methodology for leveraging graph-

structured information in entity matching. The main idea consists of exploiting KGs

to create distributed representations of the nodes, so that entities related to each other

(e. g., having the same entity type) in the KGs are closer in the embedding space. KGs

can be derived from the database at hand, or they can be taken from external sources,

similarly to distant-supervision approaches. For example, the database in our deployment

contains information about companies and their relations (e. g., in terms of ownership and

subsidiaries). Databases that store information about businesses (such as those provided

by [Dun & Bradstreet Inc]) explicitly or implicitly incorporate relations between companies
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Figure 7.1: Example of entity matching and graph modeling.

and their attributes. This means that companies and their connections can be represented

as a graph and stored accordingly. As a simple example, Figure 7.1 depicts graph modeling

from a reference database, and shows how company entities, extracted from news articles,

are linked to corresponding records.

Using graph representations for both structured and unstructured data sources makes

it possible to leverage graph neural networks, thereby allowing all the available context to

be used in order to propagate useful information from one node to another. By context

we mean all the attributes, connected records and sometimes external information that

allows to fully understand and disambiguate entities.

The propagation of useful information from a node to its neighbors allows us to build

discriminative node embeddings, which are necessary for higher-level tasks. Recently, graph

neural networks (GNNs) yielded promising results for modeling hidden representations

of graphs. They have already achieved state-of-the-art performance on several tasks,

including link prediction, node classification, and graph generation [Hamilton et al., 2017;

You et al., 2018b,a; Zhang et al., 2018; Ying et al., 2018; Xu et al., 2018; Velickovic et al.,

2018; Xu et al., 2019]. Modeling entity representations through graphs and building their

embeddings using GNNs has the potential to greatly improve performance in the field of

data integration as well.

In general, KGs can model different kinds of relations (e. g., companies owning other

companies, operating in the same domain, or having headquarters in the same city), and

some relations can even be implicit (e. g., by considering transitive closure or by taking
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into account the distance between nodes in the graph). For simplicity, we focus on a single

type of relation, but the same approach can be extended to consider multiple relations

among entities.

Our approach is based on combining Siamese and Graph Convolutional Networks

(S-GCN) to learn a distance function between the nodes. At training time, the network

is optimized to produce small distances for pairs of nodes belonging to the same entity,

and large distances for unrelated nodes. Therefore, the trained network can then be used

to assess the similarity between a query and any reference node. S-GCNs are especially

useful when the task involves a large number of classes, but only a few examples for each

label are available.

One of the most important properties of graph modeling and S-GCNs is their ability

to catch important information from the data and their structure. It means that the

similarity and dissimilarity of objects can be fully defined by their initial properties and

connections, so that only a small amount of labeled data is needed to build informative

object representations. This property makes graph modeling with S-GCNs extremely suited

for relational databases, as they provide important structural information by definition.

The main contributions of this chapter are as follows:

• we investigate how graph modeling and GNNs can be applied to data integration

problems;

• we propose a general approach for modeling hidden representations of entities in

structured and unstructured databases;

• we devise various architectures of Siamese Graph Convolutional Networks for data-

linkage tasks and evaluate the performance of the models for high scale record linkage

tasks over business entity databases.

7.1 Background

Although the idea of developing and studying neural networks capable of manipulating

and processing graph-structured inputs dates back more than ten years [Gori et al., 2005;

Scarselli et al., 2009], these kinds of models have recently been rediscovered and gained an

unprecedented popularity for several different tasks and domains [Battaglia et al., 2018].

Such architectures have proven useful for many problems that require reasoning on a set of

discrete entities, such as combinatorial optimization [Khalil et al., 2017] and satisfiability

[Selsam et al., 2018] problems. More recently, [Kool et al., 2019] successfully applied a

model based on the Transformer architecture [Vaswani et al., 2017] to solving the routing

problems on graphs, such as the well-known traveling salesman problem (TSP).
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Some of the most interesting and promising contributions in this field include message-

passing neural networks [Gilmer et al., 2017] and non-local neural networks [Wang et al.,

2018]. In addition, the graph networks introduced by [Battaglia et al., 2018] generalize

several previous works, thereby providing a fundamental building block for applying deep

learning to structured knowledge.

Recently, GNNs have been exploited for different facets of the entity linking tasks.

For example, LinkNBed [Trivedi et al., 2018] is a deep relational learning framework for

link prediction in multiple KGs. In that work, joint inference is performed over multiple

KG structures that capture contextual information for entities and relations. To mitigate

the limited amount of training data, they propose using multitask learning by leveraging

additional kinds of data in different scenarios, such as unlabeled and negative instances.

In contrast, our framework proposes a distance learning approach together with GCNs to

overcome the lack of training data in a consistent way.

Another GNN framework, namely GraphUIL, has been introduced for user identity

linkage in [Zhang et al., 2019]. GraphUIL ensures that both local and global information

forming the user’s social graph is propagated in order to jointly learn useful representations

to identity linkage. Learning representations for the nodes in a graph proved beneficial for

various tasks, such as node classification, clustering and link prediction [Xu et al., 2018;

Monti et al., 2017]. GNNs learn node representations through iterative signal propagation

between the hidden features of the neighboring nodes. As shown in [Xu et al., 2018], k

iterations of the signal propagation process allow reaching the entire subtree of depth k

rooted at a given node. This learning process generalizes the Weisfeiler–Lehman graph

isomorphism test [Weisfeiler and Lehman, 1968], indicating that both topology and hidden

features of the neighborhood are learned simultaneously [Shervashidze et al., 2011].

State-of-the-art methods for entity matching of unstructured data have recently applied

various neural network architectures to learn entity representations. For instance, [Ganea

and Hofmann, 2017] describes how an attention mechanism over local context windows

generates proper embeddings for document-level entity disambiguation. A novel zero-shot

entity matching task with previously unseen entities and a limited amount of training data

for specialized domains is introduced in [Logeswaran et al., 2019]. The goal of that work

is to build a linker that can generalize to unseen specialized entities from unstructured

sources with only textual context being available. Best results have been obtained by a

model based on BERT [Devlin et al., 2019], which was pre-trained on a specialized domain

corpus and then fine-tuned using a small amount of the available training data.

Recently, [Ma et al., 2018] and [Ktena et al., 2017] have combined GCNs and Siamese

neural networks to perform the graph-matching task on functional brain networks. These

approaches extract graphs from corresponding MRI images and learn how similar two brain
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networks are. A recent work [Liu et al., 2018] has proposed an approach for matching long

text documents via training Siamese GCNs on their corresponding graph representations.

The authors also presented a method for building a graph representation of a document, in

which nodes are different concepts (keywords) and edges are interactions between concepts.

One of the most closely related works [Shobeir Fakhraei, 2019], though not on graphs,

demonstrated the potential for learning embeddings for entity matching. Siamese networks

have been employed to create semantic embeddings for protein and chemical names, and

the linkage algorithm then simply performed a 1-NN search in the embedding space.

Our work is different from the studies above for the following aspects:

1. we focus on entity linkage rather than graph matching problems;

2. in our problems, query data can be represented by just one node (or several nodes

if additional context information is available) rather than a complete network of a

brain, or graph of concept interaction between sentences in a large document;

3. we aim at working with thousands of distinct entities rather than at distinguishing

disordered and healthy subjects or learning the similarity of a few 3D image classes.

The expressive power of GNNs is analyzed theoretically in [Xu et al., 2019]. The results

of this study show that GCNs have limited discriminative power and cannot distinguish

some changes in the graph structures. Though a limitation in the general case, this

property is beneficial for record linkage tasks. There is usually some discrepancy between

the query entity and the reference database, as, due to the limited context availability,

the query entity lacks certain links compared to the more complete representation in the

reference database. Also, [Kipf and Welling, 2017] experimentally shows that GCNs with

two or three layers perform best for the node-classification task, outperforming deeper

configurations. This may be partially connected to the results obtained in the late 1980s,

called the universal approximation theorem, which showed that a network with a single

hidden layer can approximate any continuous function having compact support with

arbitrary accuracy as the width of the layer tends to infinity [Cybenko, 1989; Lin and

Jegelka, 2018]. Thus, both shallow and wide networks are universal approximators. The

approximation properties of deep and narrow networks were studied in [Lin and Jegelka,

2018], which demonstrated that this kind of networks, having a single neuron per hidden

layer, are sufficient to provide a universal approximation as the network depth tends to

infinity. These approximation guarantees bring additional understanding of the capabilities

of GCNs, and deep networks in general, for interpolating complex decision boundaries

that appear in data integration tasks.
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E set of entities

R,Q databases defined over entities in E

r ∈ R, q ∈ Q a record in R or Q, respectively

er, eq ∈ E entities associated with records r ∈ R and q ∈ Q, respectively

R∗, Q∗ graphs associated with databases R and Q, respectively

r∗ ∈ R∗, q∗ ∈ Q∗ nodes associated with entities er and eq, respectively

R∗r , Q
∗
q sets of the neighboring nodes of r∗ ∈ R∗ and q∗ ∈ Q∗, respectively

ΓR,ΓQ ⊂ RM sets of embeddings generated from each node r∗ ∈ R∗ and q∗ ∈ Q∗, respectively

γr ∈ ΓR, γq ∈ ΓQ embeddings of nodes r∗ and q∗, respectively

Γkq ⊆ ΓR k nearest neighbors of the embedding γq in ΓR

Table 7.1: Notation.

7.2 Problem Statement

We assume to have two different databases R and Q, defined over a set of entities E, such

that each record r ∈ R and q ∈ Q can be regarded as an entity mention and uniquely

associated to an entity e ∈ E. Each entity represents a distinct real-world object, and we

denote with er and eq the entities associated to record r ∈ R and record q ∈ Q respectively.

The goal of record linkage is to find a function F that takes as input the databases R

and Q, and outputs a set of matches M ⊂ Q × R, such that (q, r) ∈ M ⇐⇒ eq = er.

Assuming we are matching records in Q against records in R, we will henceforth refer to

R as the reference database.

In this work, we envision that research in the area of data integration could benefit from

following a novel workflow designed to leverage the underlying relations among records and

attributes in the database. More specifically, we propose to extract graph representations

of the databases and exploit the self-supervision provided by the graph structure to train

machine learning (ML) model for data integration, without the need for human-labeled

data. To this end, we divide the record linkage problem into two subtasks:

1. graph modeling and

2. GNN design.

The graph modeling stage is about extracting two graphs R∗ and Q∗ from the databases

R and Q. Note that Q is not necessarily produced from structured sources, as the data in

Q can come from free text, such as news articles. Given any two records r ∈ R and q ∈ Q,

we denote their corresponding graph nodes as r∗ ∈ R∗ and q∗ ∈ Q∗, respectively.
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A node r∗ ∈ R∗ represents a record r ∈ R and corresponds to a real-world entity e ∈ E.

For instance, in Figure 7.1, R is the reference database and Q is a database extracted from

news. Graph nodes r∗ and q∗ are modeled via the attribute “Company”, so the record

r0 ∈ R with ID = 0 is represented by the node r∗0 ∈ R∗, that refers to the entity General

Motors LLC. Edges between the nodes are modeled via the attribute “Headquarter”, so r∗1
(General Motors China, Inc.) has an edge to r∗0 (General Motors LLC ). In certain cases,

different nodes can refer to the same entity. The edges of the graphs are defined through

the relations provided by the initial databases R and Q. Different types of relations

determine different strengths of the information flow from one node to another. The

“bandwidth” of the edges can be defined a priori or learned automatically during the GNN

training phase.

The second stage is to design a neural network that can be trained natively on the

graph extracted from the reference database in order to learn a function N , such that:

N (q∗, R∗) =

r∗ if ∃r∗ ∈ R∗ : er = eq

⊥ otherwise,

where ⊥ means that the node q∗ could not be matched to any node r∗ ∈ R∗. Note that

r∗ is a single node, but in general N (q∗, R∗) can produce several matching nodes from

R∗ representing the same entity er = eq. Following the example above, the node q∗1 ∈ Q∗

(GM ) is matched to r∗0 as they both represent the same entity General Motors LLC.

Table ?? summarizes the notation introduced in this section and provides some addi-

tional notation that will be covered in the remainder of the chapter.

7.3 Proposed Approach

We approach record linkage as a two-stage process. The first stage consists of obtaining a

graph representation R∗ of the reference database R. The second stage involves designing

and training a GNN on R∗ to perform entity-matching tasks on graphs. In the following,

we describe our vision of the entity-matching process and propose the S-GCN (Siamese

Graph Convolutional Network) model.

This chapter assumes we can obtain a graph representation of the entities of interest.

This representation can be extracted in many ways, either by exploiting structures in

the database (links between entities, such as foreign keys) or by using an external source.

Several methods have also been introduced in the literature for extracting knowledge graphs

from both unstructured data [Das et al., 2018; Gangemi et al., 2016] or semi-structured

data [Lehmann et al., 2015]. The main contribution of this work lies in the way the graph

structure is leveraged and processed to perform data integration.
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7.3.1 GNNs for Data Integration
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Figure 7.2: Entity matching workflow with graph neural networks.

The reference graph R∗ is defined as a directed multigraph, and we denote with |R∗|
the number of nodes. We assume to have a feature descriptor xr ∈ RD for every node

r∗ ∈ R∗, and we aggregate all these features in a matrix XR ∈ R|R∗|×D. If nodes include

textual elements, such as names or descriptions, then features can be extracted using word

embeddings, like Word2Vec [Mikolov et al., 2013] and GloVe [Pennington et al., 2014], or

recent contextual language models like BERT [Devlin et al., 2019]. Edges and relations

for every pair of connected nodes are defined as triples of the form (r∗i , ρ, r
∗
j ), where ρ is a

relation type, while r∗i and r∗j are nodes of the graph. On the other hand, a query graph

Q∗ consists of nodes q∗ ∈ Q∗ that have to be matched to nodes in R∗.

Our goal is to correctly match a node q∗ ∈ Q∗ to a node r∗ ∈ R∗ such that eq = er.

In order to achieve this goal, we propose to process the graph with GNNs, as they allow

leveraging relations between connected nodes, by exploiting the self-supervision provided

by the structure of the reference graph. This process can be implemented in several ways.

The first approach is to adopt the conventional classification setup. In that case, the GNN

model can be extended with a final softmax layer, where the number of output nodes is

equal to the number of classes (the number of unique entities in the set of entities E).

However, this kind of models usually requires a large number of training examples for

each class label. In contrast, for record linkage, the number of unique entities (classes) is

typically much larger than in classification problems, and the number of records belonging

to the same entity is usually small. Also, this approach requires re-training the model

when new entities are added to the database.

The methodology we propose is instead based on learning distributed representations

for every node in R∗, so that nodes representing the same entity are closer in the embedding

space and far from irrelevant nodes. This can be achieved by applying deep metric learning

methods, such as Siamese networks [Chopra et al., 2005] or triplet networks [Schroff et al.,

2015]. R∗ is used as training data for a GNN that produces an embedding vector of size
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M for each node r∗ ∈ R∗. We denote as γr the embedding of the node r∗ ∈ R∗, whereas

ΓR represents the set of all the embeddings for every node in R∗. At inference time, for a

node q∗ ∈ Q∗ we compute an embedding vector γq ∈ RM by applying the already trained

GNN model. At this point, we have three potential scenarios:

1. q∗ cannot be matched successfully to any node in R∗;

2. q∗ can be matched to a single node r∗ ∈ R∗;

3. q∗ can be matched to multiple nodes that refer to the same entity.

For the first two cases, the rule to link q∗ to a node in the reference graph is given by:

r∗c = arg min
r∗∈R∗

dist(γq, γr), (7.1)

N (q∗, R∗) =

r∗c if dist(γq, γr∗c ) < t

⊥ otherwise,
(7.2)

where dist(γq, γr) is the distance (e.g., Euclidean) between vectors γq and γr, r
∗
c ∈ R∗ is

the closest node to q∗ in the embedding space ΓR, t ∈ R is a threshold on the distance,

and ⊥ means no matches were provided according to the given threshold t.

If multiple nodes can refer to the same entity, the predicted probability of a match to

an entity e is proportional to the sum of the similarities between the embeddings of the k

nearest neighbors Γkq ⊆ ΓR and the query embedding γq:

Pk(eq = e | q∗, R∗) ∝
∑
γr∈Γk

q

δ(e, er) · (1− dist(γq, γr)), (7.3)

where δ(e, er) is 1 if e = er and 0 otherwise. This is similar to K-nearest neighbors

classification, where a new sample is labeled according to the majority vote within labels of

its nearest neighbors in the training set. The workflow described in this section is depicted

in Figure 7.2.

7.3.2 Siamese GCN for Record Linkage

In this section, we introduce a model capable of performing entity matching on graphs by

combining the advantages of graph convolutional networks [Kipf and Welling, 2017] and

Siamese networks [Bromley et al., 1993]. The model, termed Siamese Graph Convolutional

Network (S-GCN), has the primary objective of learning discriminative hidden representa-

tions of nodes in a graph R∗, in such a way that they can then be used for further entity

matching with previously unobserved data.
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Figure 7.3: Architecture of the siamese graph convolution network.

GCNs [Kipf and Welling, 2017] are a type of GNN that share filter parameters among

all of the nodes, regardless of their location in the graph. Every GCN layer can be regarded

as a non-linear function:

Z(l+1) = φ(Z(l), A), (7.4)

where l is the layer number and A is the adjacency matrix of the graph R∗. Z(0) is given

by the initial feature matrix XR. In our experiments, we employed a pre-trained BERT

model [Devlin et al., 2019] as the input layer to create input features for nodes. The last

GCN layer L produces the output embedding matrix for all nodes, which forms the set

of embeddings ΓR, where each embedding has dimension z. The propagation rule φ(·)
introduced in [Kipf and Welling, 2017] is defined as:

φ(Z(l), A) = σ(D̂−0.5ÂD̂−0.5Z(l)W (l)), (7.5)

where Â = A+ I, I is the identity matrix, D̂ is the diagonal node degree matrix of Â, and

W (l) is a weight tensor of the l-th GCN layer.

Siamese neural networks are a popular approach to implementing one (or few) shot

learning algorithms, so that items from the same category are close in the embedding

space and far from items of different categories. A Siamese neural network is composed

of two identical networks that share the same weights and accept two items as input.

The first network outputs an encoding of the first item, and similarly the second one

outputs an encoding of the second item. Our Siamese network is based on two identical

GCNs. During the training period, the first GCN focuses on a given node r∗1 and its local

neighborhood nodes R∗r1 ⊂ R∗. This means that the GCN takes a subgraph around r∗1
as input and produces a vector of size z that finally forms the embedding vector γr1 of

node r∗1. The same procedure is repeated with the second GCN for node r∗2, as shown in
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Figure 7.3. Siamese networks are optimized with respect to the loss between their two

outputs, namely γr1 and γr2 . The loss will be small for two nodes representing the same

class (e. g., nodes of the same entity) and will be greater for nodes belonging to different

classes. An instance of such a loss is the contrastive loss [Hadsell et al., 2006]:

ContrastiveLoss(γr1 , γr2) =

=0.5 · (1 + y) · dist(γr1 , γr2)2+

+0.5 · (1− y) · {max(0,m− dist(γr1 , γr2))}2,

(7.6)

where y = 1 if nodes (r∗1, r
∗
2) are from same class, and y = −1 otherwise, while m is a

margin that is a non-negative number and indicates that dissimilar node pairs whose

distance is beyond the margin will not penalize the network.

When the model is trained, one of the two Siamese networks (identical GCNs) is used

for computing the output embedding matrix and forms ΓR according to (7.4). It then

sends the whole graph R∗ as input to the GCN. Similarly, using the trained GCN, we can

compute ΓQ for an unobserved graph Q∗ and perform entity matching in accordance to

(7.2) and (7.3).

7.3.3 Siamese GCN with Subspace Learning

Training S-GCN with a large number of entities can suffer from poor local minima, as

selecting informative dissimilar pairs of entities becomes extremely hard and computa-

tionally expensive. Inspired by [Wang et al., 2017], we adopt the subspace learning (SL)

approach to train our Siamese GCN more effectively. In the following, we will refer to this

network as S-GCNSL.

A generally good way to train neural networks for distance metric learning is to select

hard instances of dissimilar entities. In our case, the most informative pairs of dissimilar

entities are given by nodes whose representations are close in the hidden space, but they

refer to different entities. Therefore, sampling such difficult and informative entities

leads the network to learn how to handle ambiguity and generalize better. However, as

the number of entities grows, it becomes computationally intractable to find the most

informative dissimilar pairs at every learning iteration. The idea of training S-GCN with

SL is to initially generate the representation of all entities (e. g., via S-GCN) and then

cluster all entity representations to form subspaces of the most similar entities. Then,

the model is trained again over all subspaces, and dissimilar pairs are selected randomly

within a subspace only. After each epoch, the updated model is used to generate new

representations of the entities and the clustering and training steps are repeated again.
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7.4 Datasets and Task Setup

To investigate the feasibility of our proposed approach, we set up a data integration task

on a proprietary relational database that contains fine-grained information about business

entities. This section describes how these data have been modeled as a graph and how the

record-linkage task has been prepared and set up.

7.4.1 Graph Extraction

Each record in the database corresponds to a different company business location and

is assigned a unique local identifier that can be used to track business entities precisely.

Company entities represented in the database include different branches, subsidiaries and

headquarters, each of which reports directly or indirectly to a given global identifier. Hence,

companies related to the same global identifier can be grouped together and represented

hierarchically as a single family. In addition, for each company entry, we have a textual

name, and, optionally, up to three alternate names (aliases).

As mentioned in Section 7.2, we are interested in linking a company name to a family

in the database. To this end, we represent families in the database as a graph, where

each node is a company name. Relations between nodes are derived from the hierarchical

representation of company families and from the aliases provided in the database. More

precisely, a relation between two nodes exists if they are adjacent business entities in the

hierarchy defined by the database, or if they are aliases of each other. Hence, the resulting

graph consists of several disjoint connected components, each corresponding to a different

family. The company database also provides other potentially valuable information, such

as the precise location of each business entity. In this task, however, we do not model

this additional information because we want to link companies based only on their names.

This becomes useful in several real-world scenarios, as the company name that needs to be

matched to the database may come from different structured or unstructured data sources,

where this kind of additional information is usually not be available.

7.4.2 Data Preprocessing and Partitioning

Overall, the company database contains over 100M business entities located in approxi-

mately 200 countries. We focus our experiments on the records corresponding to companies

located either in Switzerland or in the United States. This accounts for around 700k and

27M entities, respectively. We tested our approach on different graphs extracted from

both datasets.

As discussed in Section 7.4.1, the graphs extracted from the company database contains

a disjoint subgraph for each family. To investigate the feasibility of our approach, we
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randomly remove nodes from the graph, and we then use the trained S-GCN model to

predict the subgraph a previously unseen company name belongs to. More specifically,

we partition our original dataset into training, validation, and test sets. The training

set contains company names and specifies aliases and relations between entities in the

same family. The validation and test sets include only the name of a company that is not

represented in the training set and a class label that refers to the correct family. This

means that the training set contains a graph for each company family, whereas the test

set contains only isolated nodes. Modeling this kind of scenario with GNNs is challenging

because nodes in the test set lack contextual information that would usually be derived

and aggregated from neighboring nodes. Section 7.4.3 describes a possible way to mitigate

this problem in our use case.

To provide enough training examples for each class label (i. e., for each company family),

before partitioning the data into training, validation, and test sets, we first remove company

families with less than t ∈ N companies. The threshold t is set to 5 for the graph that

represents companies located in Switzerland, whereas it is set to 10 for the United States.

This preprocessing step allows increasing the variability of the company names processed

by the model at training time and guarantees that each family is adequately represented

in the training, validation, and test sets.

As the record-linkage task we have set up works at the family level, we do not have an

exact match at the record level from an entity in the test set to an equivalent entity in

the training set. To address both issues, we partition the dataset into training, validation

and test sets in such a way that names in the training set have at least some overlap with

names in the test and validation sets.

More precisely, for companies located in Switzerland, we produce two different variants

of the datasets, which we denote as overlap-1 and overlap-all. In the overlap-1 variant,

we impose the constraint that each name in the validation and test sets has at least one

representative word in common with at least one training example that belongs to the

same family. This version of the datasets addresses the first problem of not having an

exact match for company entities at the record level, while also mitigating the issue of

non-overlapping names within the same family in the training set. Intuitively, this variant

is meant to ensure that we can always find a record-level match between an entity in the

test set and an entity from the same family in the training set.

On the other hand, in the overlap-all version, before partitioning the dataset into

training, validation, and test sets, we first tokenize each company name into a list of

words. We then identify a representative token for each family as the most frequent

token among the names in that family. Next, we filter out all names that do not contain

the representative word for their family, and we partition the remaining names into
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overlap-1 overlap-all US data

# of families 900 700 28.6k

# of nodes 9k 4k 1.7M

# of edges 11k 4k 2.6M

avg. node degree 2.5 2 3.2

med. node degree 1 1 2

avg. # of samples

per company family
10 6 116

med. # of samples

per company family
5 4 32

# of val. nodes 2k 1.1k 145k

# of test nodes 2k 1.3k 153k

exact matches in test set 0% 0% 38%

Table 7.2: Statistics about the datasets.

non-overlapping training, validation, and test sets. This process addresses the issue of

non-overlapping names within the same family, and produces cleaner datasets that are

more suitable for training our S-GCN model. The overlap-1 and overlap-all variants remain

still challenging for both traditional approaches and the proposed methodology, as will be

demonstrated in Section 7.5. However, the datasets are specifically designed to provide

enough commonalities to allow machine-learning approaches to generalize effectively to

unseen records.

In order to generate the datasets that correspond to companies located in the United

States (US data), we apply the same assumption used for producing the aforementioned

overlap-1 variant. However, in this case, before partitioning the data into training,

validation and test sets, we do not remove duplicate company names within the same

family. This means that both the test and validation sets for the US data contain some

names that appear in the training set. Overall, this design choice makes the datasets larger

and more indicative of the performance of the model in a real-world scenario. Indeed,

in practice, whether Q is a pre-existing relational database or a set of business entities

extracted from news, the chances that a record q ∈ Q matches exactly with another record

r ∈ R may not be negligible. In our use case, the procedure described above yields a test

set where the percentage of exact matches against the training set is equal to 37.7% of the

records. With a total of approximately 1.7 million nodes, the graph extracted from the US
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data is particularly suitable to evaluate the scalability of our approach. In all the datasets

introduced in this section, the training set includes 60% of the records in the database,

while the remaining 40% is divided equally between the validation and test sets.

Table 7.2 presents selected statistics about the datasets introduced in this section.

7.4.3 Enriching the Graph with Short Names

As mentioned in Section 7.4.2, although the training set contains a connected component

for each company family, the models are evaluated on a test set that contains company

names as isolated nodes. To address this issue, we generate an additional alias for each

company name in the test set, and link this alias to the real name. The enriched test

set thus consists of small connected components of size two. This enhancement helps the

GNN to better leverage the graph structure and the local neighborhood of nodes.

We generate additional names that are short or normalized versions of a company

name. Short names are extracted using conditional random fields (CRFs) as described

in [Gschwind et al., 2019]. CRFs are trained such that the most discriminative word or

phrase in a company name is extracted as a short name. The importance of short names

for linking company entities is also demonstrated in [Loster et al., 2017].

The same process can be applied to names in the training set in order to increase the

size of the graph and provide more variability within the training data. Table 7.3 lists the

number of distinct additional names that are added to the training, validation, and test

sets by enriching the graphs with short names.

overlap-1 overlap-all US data

Training set 5.2k 1.9k 240k

Validation set 1.7k 0.9k 90k

Test set 1.8k 0.9k 90k

Table 7.3: Number of distinct additional names added to the graph.

7.5 Experimental Evaluation

This section provides an evaluation of the approach proposed in Section 7.3. We compare

our approach against strong baselines, including a recent rule-based system [Gschwind

et al., 2019] explicitly designed for the data described in Section 7.4. Then, we evaluate

the quality of the embeddings learned by the S-GCN model.
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7.5.1 Baselines

The approach outlined in Section 7.3 has been compared against two baselines. The

first baseline is a record linkage system (RLS) for company entities, recently introduced

in [Gschwind et al., 2019]. This system relies on a rule-based approach to score entities

with different attributes, including the name of a company, the precise location, Standard

Industry Codes (SIC)1, and even short names, extracted as previously mentioned in

Section 7.4.3.

We re-implemented the approach using the scoring function described in [Gschwind

et al., 2019], which is based on a combination of weighted Levenshtein and Jaccard

similarities between company names. RLS provides matches at the record level. Given a

record q ∈ Q, the system outputs a record rq ∈ R such that

rq = arg max
r∈R

(score(r, q)). (7.7)

where score is the aforementioned scoring function detailed in [Gschwind et al., 2019]. To

adapt this method to our use case and perform matches at the family level, we simply

define RLS(q, R) = frq , where frq is the family of the company represented by the record

rq, defined as in (7.7).

The second baseline is a multilayer perceptron (MLP) with a softmax classification

layer on top, optimized with a cross-entropy loss function. The MLP takes BERT features

as input for company names and produces a company family as output. Hyperparameters

have been optimized manually on the validation set. To evaluate MLP on the datasets, we

used the following setup:

• the number of fully connected layers varies from 1 to 3, depending on the dataset

used;

• the learning rate is set to 10−3;

• every layer contains 500 hidden neurons;

• the dropout rate is 0.2;

• we apply a weight decay of 5 · 10−5;

• the Adam optimizer is used for updating the weights of the model.

We train the network for up to 1000 epochs and stop the training process if the validation

loss does not improve in the course of 50 epochs.

1https://www.osha.gov/pls/imis/sicsearch.html

https://www.osha.gov/pls/imis/sicsearch.html
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7.5.2 Record Linkage Evaluation

We use the accuracy score, i. e. the proportion of correctly matched records in Q, to

assess the performance of the proposed algorithms. As GCN is a well-established choice

for classifying graph nodes, we designed a GCN with a final classification softmax layer

as described in Section 7.3. Note that, since GCN-CLF is trained directly to perform

classification, it must be retrained whenever a new company family enters the reference

database R, whereas S-GCN is tolerant to new company families. S-GCN embeddings of

nodes that represent a new company family will tend to group close to each other in the

embedding space. This could allow the model to be extended to previously unseen families

without having to train the network again from scratch.

Node features. Since nodes in our graphs correspond to company names, we can

leverage well-established distributed representations of text in the form of word embeddings

and contextual language models as meaningful initial features. As company names may

be written in different languages, consist of abbreviations and even non-existing words,

we used character-level n-grams and the multilingual BERT model. First we applied

WordPiece tokenization [Devlin et al., 2019] to company names and then fed the resulting

set of tokens through the trained BERT model with the reduced mean pooling strategy to

obtain features for company names.

Record Linkage with S-GCN. S-GCN is trained on the reference graph R∗ in a

self-supervised way, so that the structure of the graph guides the training process. After

the models have converged and all the reference nodes have been mapped into the S-GCN

embedding space ΓR, we compute the embeddings ΓQ for all the nodes in Q∗ by feeding

them through the trained S-GCN. Then a one-nearest-neighbor (1-NN) search is applied

to find the most similar vector γr ∈ ΓR to a node q∗ ∈ Q∗:

r∗ = SGCN(q∗, R∗) = arg min
r∗i ∈R∗

dist(γq, γri). (7.8)

As every vector γr refers to an entity er that in turn belongs to a family fr, we can

define the set of matches of records in Q against records in R as follows:

MSGCN = {(q, r) ∈ Q×R | SGCN(q∗, R∗) = r∗}. (7.9)

Then, given a set of matches MN produced by a model N , we define the accuracy as:

Accuracy(MN ) =
|{(q, r) ∈MN | fq = fr}|

|MN |
. (7.10)

Training. For every epoch, we generate training pairs of similar and dissimilar nodes.

Two nodes are considered to be similar only if they are connected by an edge. Thus,
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some nodes cannot be joined into a pair of similar nodes, even if they belong to the same

company family. This helps the network to cope with families where some nodes may have

completely non-overlapping names. As an example, in the overlap-1 dataset, the nodes

Hotel Bellevue Palace and Infracore SA belong to the same family. For every similar pair,

we create dissimilar pairs by randomly sampling nodes from other company families.

Hyperparameters have been optimized on the validation sets using grid search. For

GCN-CLF on overlap-1 and overlap-all, we used the following setup: the number of

GCN layers is 3 and 1 respectively; the learning rate is 10−3; every layer comprises 600

hidden neurons; the dropout probability is 0.2 and the weight decay is set to 5 · 10−7 and

5 · 10−5 respectively. To evaluate S-GCN, we used the following setup: the number of

GCN layers is set 1; the learning rate is 10−3; there are 600 hidden neurons in every layer;

the dimensionality of the output embeddings is set to 300; the dropout value is 0.2; the

weight decay is 5 · 10−6; the margin value in the contrastive loss definition (7.6) is 0.45

and 0.35 respectively for overlap-1 and overlap-all; for every pair of similar nodes, two

pairs of dissimilar nodes were sampled. We then use the Adam optimizer to update the

weights of GCN-CLF and S-GCN. We train the networks for up to 1000 epochs and stop

the training if the validation accuracy does not improve in the course of 50 epochs.

Results. We compared the GCN-CLF and S-GCN models against the baselines on

the datasets introduced in Section 7.4.2. In addition, we studied the effect of enriching

the graphs R∗ and Q∗ with short names, as described in Section 7.4.3. Overall, in all

the datasets, the proposed graph-based approaches outperform the baselines. Analyzing

the results on the overlap-1 dataset, we can easily see that enriching the graphs with

short names allows improving accuracy by a large margin. Most notably, for S-GCN on

overlap-1, accuracy rises by 13%. Adding short names increases the variability of training

data and allows GNNs to effectively propagate information from short versions to the

original names.

It is worth mentioning that record linkage on overlap-1 is an inherently difficult task for

machine-learning approaches, because the dataset contains “noisy” families, as mentioned

in Section 7.4.2. In this dataset, MLP performs better than GCN-CLF, but the best

results are achieved by the S-GCN and S-GCNSL models, which reach an accuracy of

0.83 and 0.85 respectively. An explanation of the poor performance of GCN-CLF is given

by the presence of connected non-overlapping company names in the KG. The network

propagates this “noisy” information through edges thereby hampering the impact of “clean”

samples.

S-GCN and S-GCNSL are less sensitive to noise within a company family and they

outperform GCN-CLF by 13% and 15% on overlap-1 with short names. Recall that S-GCN

is not trained directly for classification. Instead, it aims to put two similar nodes from
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Algorithm overlap-1 overlap-all

RLS 0.71 0.80

MLP 0.71 0.90

GCN-CLF 0.56 0.90

S-GCN 0.70 0.91

S-GCNSL 0.75 0.92

RLS

(+short names)
0.78 0.87

MLP

(+short names)
0.75 0.91

GCN-CLF

(+short names)
0.70 0.94

S-GCN

(+short names)
0.83 0.93

S-GCNSL

(+short names)
0.85 0.95

Table 7.4: Accuracy of data linkage algorithms on the overlap-1 and overlap-all datasets.

R∗ closer within the embedding space ΓR. We consider two nodes to be similar only if

they are connected by an edge. Therefore, S-GCN tries to map to close embeddings only

RLS RLS 
 (+ short names)

S-GCN 
 (+ short names)

S-GCNSL 
 (+ short names)
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Figure 7.4: Accuracy on the US data.
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connected nodes, without explicitly taking into account the other entities in the same

family. Although some noise might come from neighboring nodes, S-GCN does not aim to

learn a common pattern among all these entities at once, and, subsequently, it does not

explicitly force grouping all entities in the same family.

The overlap-all dataset is “cleaner”, as it only contains company names that share

a given representative word with all the other entities in the same family. Hence all

algorithms achieve a higher accuracy on this variant. The highest performance is reached

by approaches based on the use of GNNs. Accuracy levels for S-GCN, S-GCNSL and

GCN-CLF are comparable and consistently exceed the results obtained by the baselines.

Finally, we assessed the scalability of our approach by training our models a larger

dataset that represents companies located in the United States. As mentioned in Section

7.4.2, the training set contains 1.7 million nodes, grouped in more than 28k families. On

the one hand, the large size of the reference database is a potential threat for rule-based

systems like RLS, but, on the other hand, dealing with a high number of classes poses hard

challenges for approaches based on machine learning as well. We trained on this dataset

our top-scoring systems, namely S-GCN and S-GCNSL, both with short names. Figure

7.4 summarizes the results. As we can see, without short names RLS does not achieve a

satisfactory accuracy and is able to identify the correct match only for 54% of the names in

Q. The use of short names allows improving the performance of the system and achieving

an accuracy of approximately 0.60. On this dataset, the S-GCN and S-GCNSL models

achieve a comparable accuracy of 0.78, accounting for a significant improvement of 18%

with respect to the best baseline, namely RLS with short names.

7.5.3 Accuracy-Coverage Tradeoff

Both the S-GCN and RLS approaches allow the parameters of the system to be tuned

such that a company name in the test set is linked to a family in the training set only

if the match could be identified with high confidence. In other words, for both systems

we can specify a criterion to detect that a given company name in the test set could not

be matched successfully to any family in the training set. This increases the probability

that the results provided by the system are correct, at the expense of some company

names possibly being left unclassified, even if a corresponding record exists in the reference

database. Hence, we can identify a tradeoff between the accuracy and coverage of the

system, where accuracy is defined by (7.10), and coverage is simply the number of either

correct or wrong matches provided by the system over the total number of queries (i. e.,

the size of the test set):

Coverage(M, Q) =
|M|
|Q|

.
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RLS [Gschwind et al., 2019] can be naturally tuned to avoid reporting wrong matches

by simply setting a threshold t ∈ [0, 1] on the value of the scoring function:

RLSt(q, R) =

frq if score(rq, q) ≥ t

⊥ otherwise,

where score is the RLS scoring function and rq is an RLS match for q against the database

R, defined as in (7.7).

Similarly, we can tune our approach based on S-GCN to link a node q∗ ∈ Q∗ to a

family f ∈ F only if all the k ∈ N nearest neighbors of the predicted embedding γq of q∗

belong to family f . Formally,

SGCNk(q
∗, R∗) =

f if er ∈ f, ∀γr ∈ Γkq

⊥ otherwise

where Γkq ⊆ ΓR is the set of the k nearest neighbors of the embedding predicted by our

S-GCN model for q∗.
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Figure 7.5: Accuracy and coverage obtained by S-GCNSL and RLS on both overlap-1 and

overlap-all: a) S-GCNSL on overlap-1; b) S-GCNSL on overlap-all; c) RLS on overlap-1; d) RLS

on overlap-all.

Figure 7.5 shows the accuracy and coverage achieved on overlap-1 and overlap-all by

both RLS and S-GCNSL for different values of t and k, respectively. As outlined also

in Table 7.4, on overlap-1, at a coverage value of 1.00, without using short names, the

accuracy of S-GCNSL is only moderately higher than that of RLS. Clearly, increasing

the values of k and t allows improving the accuracy of both systems at the expense of

decreasing coverage. However, for S-GCN we can improve accuracy while keeping coverage

relatively high compared to RLS. Setting k = 3 is sufficient to exceed an accuracy of 90%

for S-GCNSL, on overlap-1 without short names. To achieve a comparable accuracy of 0.90

for RLS, we have to increase the threshold to 0.8, resulting in a very low coverage of 0.33.
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Using short names allows us to boost the performance of S-GCNSL even further. If we

aim to cover all the records in the test set, the accuracy of S-GCN reaches 0.85, whereas

that of RLS reaches 0.78. Moreover, setting k = 2 allows us to raise the accuracy to

0.92 with a high coverage of 0.87. On the other hand, RLS can only reach a comparable

accuracy of 0.90 by dropping coverage to 0.60.

The performance of our model is much better on overlap-all, as this dataset is more

suitable for learning. We observe a similar pattern for short names as their usage improves

the accuracy for both systems. However, coverage for RLS drops faster for comparable

improvements in accuracy. Most notably, S-GCNSL can achieve an almost perfect accuracy

of 0.98 with a high coverage of 0.93. Thus, we can set the parameters of the system such

that we are highly confident that predictions are correct, while obtaining a match in more

than 90% of the cases. On the other hand, reaching a very high accuracy of 0.98 with

RLS requires dropping coverage to 0.42.

7.5.4 Learning Company Embeddings

In this section, we study the consistency and the quality of learned S-GCN embeddings.

We employ silhouette scores [Rousseeuw, 1987] as a measure of how well the entities of

company families are clustered in the S-GCN embedding space. A silhouette value of

an entity measures how close a company entity is to its family in the projection. The

silhouette value is defined in a range of [−1, 1], where a high score indicates that the

entity is well coordinated with its company family. If the average silhouette score (over all

entities) has a positive value, then families are disjoint on average, whereas if the score is

negative, families are overlapping in the embedding space. We computed the silhouette

score for S-GCN where the features are initialized with the embeddings from the BERT

model and the pre-trained BERT model on the two datasets overlap-1 and overlap-all. The

results are shown in Table 7.5. Average silhouette scores for S-GCN are always positive

and are higher that the results of the sole BERT model demonstrating that S-GSN is

able to produce more discriminating features by using additional information flow of the

company graph.

To demonstrate the results visually, we randomly selected ten company families from

the embeddings produced by our S-GCN model (on overlap-all with short names) and

projected 300 embedding dimensions into 2D with t-SNE [van der Maaten and Hinton,

2008]. Figure 7.6 shows the 2D projection of the data, where the dots correspond to

reference records from R (training examples), colors indicate company families, and stars

represent corresponding records from Q (test records). We see that q records from the

database Q (stars) can be matched to their families even in 2D space.
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Figure 7.6: 2D representation of 10 randomly selected company families computed by S-GCN,

where dots represent records r ∈ R, while stars refer to records q ∈ Q.

Avg. silhouette score

BERT + S-GCN only BERT

overlap-1 0.22 −0.12

overlap-all 0.63 0.01

Table 7.5: Average silhouette score of company families.

7.5.5 Conclusion

Although the experimental results are promising, we envision several challenges that need

to be addressed for a proper application of GNNs to data integration tasks. This section

lists some of the main problems that have to be investigated and require further research.

Graph extraction. Generating a graph-structured representation of the data is

a crucial and time-consuming process, with a potentially strong impact on subsequent

design choices as well as on the final performance of the model. Relational databases

usually provide many different connections between entities, and can typically be modeled

as a graph in several different ways. Defining exactly what kind of entities should be

represented as a node and what kind of relations should be included as edges strongly

affects the way information is propagated between the neighboring nodes during training.

Moreover, as noted in [Xirogiannopoulos and Deshpande, 2017], extracting a graph from
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a relational database has several other potential applications, thanks to the insights that

can be drawn from explicit modeling of entities and their connections. Some automatic or

semi-automatic approaches have been proposed in the literature. For instance, a domain-

specific language (DSL) based on Datalog is used in [Xirogiannopoulos and Deshpande,

2017] to specify graph-extraction queries. Recently, an approach to cleaning raw tabular

data automatically and generating linked data has been introduced in [Sukhobok et al.,

2016]. Additionally, [Arenas et al., 2012] describes a direct mapping from the data in a

relational database to a knowledge graph. The algorithms defined in [Arenas et al., 2012]

can even be applied to multiple tables, where foreign keys are used to establish a reference

from a given row in a table to exactly one row in a potentially different table.

In spite of these results, the process of extracting graph representations of relational

databases is still challenging and labor intensive, and is often performed manually. The

need for automatic approaches is an even stronger requirement for unstructured data.

Some recent work in this area includes [Gangemi et al., 2016] and [Das et al., 2019].

Handling different relations. As previously discussed in Section 7.4.1, in our

application we only use a single relation type to connect both aliases of the same company

and companies belonging to the same family. More precisely, in our use case, an edge

in the graph R∗ is a pair of the type (r∗i , r
∗
j ), where r∗i and r∗j are adjacent nodes in the

graph. However, in several realistic large-scale knowledge bases, this assumption is usually

restrictive. Relations between two entities in a KG can be of type τ ∈ T , where T is

the set of all possible relations between two entities in the graph. In this case, edges are

not represented as pairs, but are modeled as triples of the form (ri, τ, rj). This poses

some challenges related to processing large-scale relational data with GNNs. Recently, a

variation of GCN that is capable of making relation-specific transformations based on the

type and direction of an edge was introduced in [Schlichtkrull et al., 2018]. The model,

termed Relational GCN (R-GCN), is a special case of the message-passing neural network

proposed in [Gilmer et al., 2017], as it propagates messages while taking into account

relation types by learning a different weight matrix for each τ ∈ T . In practice, this poses

several challenges when dealing with highly multi-relational data. Indeed, the number of

parameters in the model grows with the number of relations in the graph. This can result

in very large models, or even lead to overfitting on rare relations. Some regularization

strategies to address this issue have been introduced in [Schlichtkrull et al., 2018]. These

techniques allow the total number of parameters to be limited, either by sharing parameters

among weight matrices or enforcing sparsity.

Crowdsourced data augmentation. Some nodes in R∗ or Q∗ might have a small

degree of incoming edges. Artificially generating aliases for a node with a low degree

and connecting them to the original node might lead to a better generalization ability
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of GNNs and consequently improve its accuracy. Information from aliases propagates

towards the original node, where it accumulates with the node information resulting in

the output embedding. In our use case, we improved the results greatly by generating

short company names from their original names (see Section 7.4.3). To this end, we can

leverage crowdsourcing micro-tasking for creating aliases via the human perception of real

entities. This will enrich training data by increasing the variability of entities, therefore

allowing to generate more informative embeddings for target nodes.



Chapter 8

Conclusions and Future work

8.1 Contributions

In this closing chapter, we will outline our contributions, provide answers to the thesis

research questions, discuss limitations as well as future work.

Our contribution can be summarized as the following:

1. We confirmed initial findings that crowdsourcing is feasible for paper screening in

Systematic Literature Reviews. Furthermore, crowd-based screening can be done

with high precision and cost figures that are much lower with respect to what authors

spend today in terms of effort [Krivosheev et al., 2017, 2018b].

2. The model that provides users with a list of options and error-cost estimates for each

option in crowdsourcing classification. The main point of this probabilistic model

is to do not waste money blindly, rather get an insight into quality outcomes for

specific values of task parameters (e. g., budget, number of votes per item, number of

test questions, loss for false positive and false negative errors). Hence, a user can

choose the most suitable strategy for him/her and the data at hand [Krivosheev

et al., 2017].

3. The probabilistic crowdsourcing model for multi-predicate item classification that

iteratively learns statistical parameters of the problem to i) identify easy item-

predicate to classify first, ii) limit spendings without compromises on quality, iii)

stop crowdsourcing an item if the workers cannot provide reliable votes on it (e. g.,

due to high difficulty of the item) [Krivosheev et al., 2018b].

4. A formulation of the general problem of hybrid crowd-machine classificaiton. Methods

that combine machine learning and human classifiers to achieve higher classification

accuracy for a unit of cost, where we are given a set of machine classifiers of unknown
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accuracy for the problem at hand [Krivosheev et al., 2018a]. We proposed and

discussed a set of budget allocation heuristics that can be adapted for efficiently

balancing between learning and exploitation (of machine classifiers) in the hybrid

crowd-machine classification task (Chapter 5).

5. The algorithm for detecting and preventing confusions of crowd observations on

similar classes of items. By using the proposed algorithm task designers can detect

confusions early in crowdsourcing process and modify the crowdsourcing task to

prevent confusions in the next iterations of the task execution (Chapter 6).

6. The Siamese Graph Convolution Network architecture for modeling and matching

entities from structured data (e. g., relational databases) as well as unstructured data

sources (e. g., news articles). The proposed entity matching network is deployed as

a RESTful web service that accepts a company name as input and provides back

the corresponding business family in [Dun & Bradstreet Inc] database (Chapter 7).

Demo video is available online1.

7. Due to the lack of datasets (with actual crowd votes) for multi-predicate classification

and detection confused observations, we contributed six open sourced datasets

for multi-predicate crowd/crowd-machine classification, and confusion detection

algorithms2 3.

More specifically, in response to our thesis research questions.

To create adaptive crowd strategies for optimization quality vs. cost trade-off in classifi-

cation with a different loss of errors (RQ1).

We proposed and evaluated a set of strategies for crowd-based binary classification,

and multi-predicate classification where items need to satisfy a conjunction of predicates.

We analyzed single-run strategies including majority voting, expectation-maximization

based algorithms (such as Dawid&Skin, Truth Finder, etc.). The obvious improvement to

the aforementioned algorithms is to consider the loss ratio, i. e., how much a false negative

is more “harmful” than a false positive. This time, we minimize the loss by selecting

optimal parameters for the classification function.

We proposed a list of cost-effective multi-run strategies. The most notable of them

is the adaptive shortest-run algorithm for multi-predicate classification that defines an

individual strategy for each item to be labeled, aimed at identifying the shortest path to

decision. With each new coming vote, we update our estimation of the parameters and

identify for each item the predicate for which a vote takes us closer or past our exclusion

1https://youtu.be/LDzCZNrCm3o
2https://github.com/Evgeneus/screening-classification-datasets
3https://github.com/Evgeneus/fuzzy-data-fusion/tree/master/data
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threshold. We also can rank papers based on this, and identify the low hanging fruits. We

validated both applicability and results of the aforementioned approaches on a number of

synthetic and real-word crowdsourced datasets, and discussed properties of the problem

and algorithms that we believe to be generally of interest for classification problems.

Our experiments demonstrated that the multi-run algorithms (especially shortest-run)

significantly outperform a number of non-adaptive approaches in terms of cost and accuracy.

Different algorithms can be used to spot the parameters of the crowdsourcing task and

the best algorithm we identified is based on a multi-run strategy. We proposed a proba-

bilistic model for reasoning over the problem, for tuning the parameters of crowdsourcing

tasks to minimize errors, and for providing users with an estimated curve of errors vs.

budget trade-off for different task parameters. Note the users are not required to fill in

parameters, they only need to state their subjective preferences on how much budget they

have and on how “painful” they consider a false negative to be, for their specific problem.

All the other parameters can be entered if available in the form of beliefs, but in the

absence of a belief, the algorithm proceeds to estimate them.

Last but not least, we performed more than 30 crowdsourcing experiments, which

provided many insights on task design and nature of the problems, such as how the problem

should be framed to increase participation and reduce errors, how to make the task more

approachable, as well as actual pay scales considered acceptable by the community.

To build efficient hybrid crowd-machine classifiers under a limited budget (RQ2).

We proposed several methods for multi-predicate classification that combines machine

learning and human classifiers to achieve a high level of classification accuracy for a fraction

of budget. We believe the main benefit lies in the ability of the algorithms to be robust

to both the characteristics of the problem (such as predicate that are hard for the crowd

to classify) and to weak machine classifiers. In both cases, the algorithms work out to

leverage predicates, items, and machine classifiers (over specific predicate and items) and

build models of classifiers to make the most of what can be classified with the lowest

number of crowd votes as possible, leaving the most difficult items for other classification

methods (such as expert classification) without compromising on quality.

We validated our approaches on synthetic and crowdsourced datasets in different

domains. The results showed that even a small fraction of budget invested in machine

training leads to improvement in cost and accuracy with respect to the state-of-the-art

screening algorithm available. Increasing the budget allocation to learning up to 50%

increases accuracy but also cost, and from that point on the improvements vary. We also

observed that a difference with respect to crowd only classification become more manifest

as crowd accuracy grows over 0.7-0.8 as this leads to “good” training data. Adding a

sprinkle of machine learning to crowd classification and a sprinkle of crowd to machine
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classification leads to high accuracy and better results in finite pool problems, provided

that the budget vs. pool size ratio is such that we can collect crowd votes rather than use

machines only.

To improve the quality of observations in crowd-based classification (RQ3).

From our crowdsourcing experiments, we recognized that subtle form of crowd errors

is due to confusion of observations, that is, crowd workers (including diligent ones) that

confuse items of a class i with items of a class j, either because they are similar or

because the task description has failed to explain the differences. We show that confusion

of observations can be a frequent occurrence in many tasks and that such confusions

induce significant noise in datasets. We proposed MCMC-C algorithm for detecting

such confusions, leveraging an inference procedure based on Markov Chain Monte Carlo

sampling. We have shown that MCMC-C is an effective to detect confusion over a variety

of datasets (up to 98% in accuracy), and that once confusion is detected, it can then be

prevented to a large extent with simple modifications to the task. The algorithm scales

well to large datasets (both in items and workers). We showed that it is also possible to

automatically correct confused assignments of labels during the data fusion process what

leads to improvement in crowd votes aggregation.

Efficiently link entities from structured and unstructured data sources (RQ4).

We introduced a general approach to modeling and integrating entities from structured

and unstructured sources. Our approach is designed to explicitly model and leverage

relations between entities, thereby using all available information and preserving as much

context as possible. This is achieved by combining siamese and graph neural networks

to propagate information between connected entities and support high scalability. We

evaluated our method on the task of matching data about business entities, and we

demonstrated that it outperforms standard state-of-the-art rule-based systems, as well as

other deep learning approaches that do not use graph-based representations by up to 18%

in accuracy.

8.2 Limitations

Our work on crowd and hybrid crowd-machine classification has several limitations. As

the models (and real-life scenarios) have many parameters, a more in-depth discussion

and analysis are needed. We have not discussed and analyzed the impact of clarity and of

ongoing tests submitted to workers who pass the test phases. A detailed comparison with

actual errors performed when experts decide inclusion and exclusion is also needed for a

comprehensive evaluation of the approach in the domain of literature reviews. Algorithms

still have rooms for improvement, for example in terms of finding the optimal number of
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items to consider for the initial run of the multi-run strategies or to research an alternative

way for parameter estimation (such as crowd accuracy and the selectivity of predicates).

Apart from the points listed above, the general problem of the screening phase of SLRs and

multi-predicate classification incorporates different areas that impact results, while our

main focus lays within crowd and machine classification. Though we experimented with

task design, a more in-depth study is needed for SLR classification, e. g., study the effect

of highlighting key-words in abstracts [Ramı́rez et al., 2019]. Although the evaluation

mainly has focused on the screening phase of literature reviews we see the approach as

applicable to many multi-predicate screening problems, however, an extensive evaluation

of the limits of the approaches and the kinds of problems to which it applies is needed.

Therefore, an implementation of the operating system for the screening is required. It

will allow us to perceive the quality of crowd abstract screening in scale for a variety of

reviews and domains (also possible to use already published reviews).

A limitation of the confusion detection approach is that cluster identification is either

manual or done via exploration of all possible clusters. In terms of identifying clusters, one

option is to do so manually, however, MCMC-C is efficient and can iterate over possible

pairs of labels. We tested this for our crowdsourced datasets and identify confusions

with a percentage very close to what reported for manually selected ones. While the

algorithm works fine in the majority of real-life problems where the number of classes

is in the single or double-digit range and we look for clusters of size 2, but it becomes

computationally expensive in other cases. Therefore, we need strategies to identify possible

clusters beforehand so that we can later apply MCMC-C.

Although the S-GCN results are promising in the business entity matching task, we

envision several limitations that need to be addressed for a proper application of GNNs

to entity linkage. In our work, we did not cover in-depth the effect of generating a

graph-structured representation of a database at hand, and how this influences to the

information flow through edges and final results. Another limitation of the current S-GCN

model is that we utilized only one type of relations in the graph, however, in many real-life

problems we operate over graphs with different types of relations as well. Further, there is

a need to test the applicability of the proposed approach on a variety of datasets from

different domains and characteristics.

8.3 Future Work

We are planning to explore variations of adaptive policies in balancing learning vs. ex-

ploitation trade-off in hybrid classification. Particularly, we will attempt to compute

reward in multi-armed bandit style and design an algorithm that will learn an optimal
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learning vs. exploitation policy in reinforcement learning fashion fitted to a dataset and

crowd workers at hand.

An interesting thread of analysis is to see if crowd workers can, besides labeling (item,

predicate) pairs, actually identify features that machines can then leverage for the problem

at hand.

Another promising problem is the extent to which learning can be transferred across

finite pool problems of the same kind (for example, different literature reviews), especially

in terms of identifying general approaches and methodologies that can be adopted in

different domains.

Future work in entity matching direction will aim at exploring several aspects that

are both methodological and architectural. On the methods side, we aim at providing

guidance for cases where attributes in a record are better represented as node features

rather than separate nodes. Also, we will explore different training strategies and GNN

architectures. To improve the quality of linkage, we can generate extra aliases to graph

nodes. To this end, we will utilize crowdsourcing to create additional human-generated

aliases. This will enrich training data by increasing the variability of entities, therefore

allowing to generate more informative embeddings for target entities.
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